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s~ T~ FIG.4
Start )

/
Executing an application at the computing device,
the application to communicate with a remote

computing device over a public Internet. 405

/
Approximating outgoing bandwidth for

communications from the computing device to the
remote computing device. 410

/
Approximating incoming bandwidth for
communications received at the computing device

from the remote computing device. 415

/
Allocating multiple simultaneous Transmission

Control Protocol (TCP) connections in support of
the application based at least in part on the
approximated outgoing bandwidth and based
further on the approximated

incoming bandwidth. 420

/

lteratively adjusting bandwidth communicated for

the application between the computing device and
the remote computing device based at least in part
on latency between the computing device and the
remote computing device. 405

End
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» 120 FIG, 12

(Client process)

> St )

~ 7

S

Executing a screen sharing application at a

first computing device. 1205

Requesting data for the application from a second
computing device communicably interfaced with the first
computing device via a public Internet. 1210

Calculating an estimated arrival time for the data to be
returned from the second computing device. 121

o

d

lterate Y

Yes /D_at_a arri_ves |n No
———<_within estimated

. amival time?
Consume the data at the first ﬂ Initiate new connection to the second

computing device via the screen computing device. 1240
sharing application. {595 —

Re-send the request for the data for
the application via the new
Send acknowledgement for the data connection. 1245

to the second computing de\q%%b \
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» > FIG.13

(Server or Peer process

~,

> Start )

. !

=

Receiving, at a first computing device, a request for data
from a second computing device communicatively
interfaced via a public Internet. 1305

r

Retrieving or generating the data requested and buffering
the data requested into a queue. 1310

r

Sending the data requested to the second computing

device. 1315
lterate #
1330
‘ /// \\\\\\
Yes - . ~.No
¢ ACKreceived? > L
1820 Receiving a new request for the data
Release the requested from th d fing devi
data from the queve. fom the second computing device
1325 via a new connection. 1335

v

Forwarding the requested data to

the second computing device from

the queue via the new connection
without re-retrieving or re-generating
the requested data. 1340

> End \) v
- Receive acknowledgement and
release the requested data from the

queue. 1345
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SYSTEMS, METHODS, AND APPARATUSES
FOR IMPLEMENTING A STREAMING
PLATFORM 10 PUMP AND REGULATOR

CLAIM OF PRIORITY

This application is a Continuation-In-Part (CIP) and is
related to, and claims priority to, the non-provisional utility
application entitled “SLIPSTREAM BANDWIDTH MAN-
AGEMENT ALGORITHM,,” filed on Oct. 10, 2012, having
an application number of 13/648,777; this application is fur-
ther related to, and claims priority to, the provisional utility
application entitled “Slipstream Bandwidth Management
Algorithm,” filed on Oct. 10, 2011, having an application
number of 61/545,263; and this application is further related
to, and claims priority to, the provisional utility application
entitled “Streaming Platform 10 Pump and Regulator,” filed
on Oct. 19, 2012, having an application number of 61/716,
113, the entire contents of which are incorporated herein by
reference.

COPYRIGHT NOTICE

A portion of the disclosure of this patent document con-
tains material which is subject to copyright protection. The
copyright owner has no objection to the facsimile reproduc-
tion by anyone of the patent document or the patent disclo-
sure, as it appears in the Patent and Trademark Office patent
file or records, but otherwise reserves all copyright rights
whatsoever.

TECHNICAL FIELD

Embodiments relate generally to the field of computing,
and more particularly, to systems, methods, and apparatuses
for implementing a streaming platform 10 pump and regula-
tor.

BACKGROUND

The subject matter discussed in the background section
should not be assumed to be prior art merely as a result of its
mention in the background section. Similarly, a problem
mentioned in the background section or associated with the
subject matter of the background section should not be
assumed to have been previously recognized in the prior art.
The subject matter in the background section merely repre-
sents different approaches, which in and of themselves may
also correspond to the claimed embodiments.

Communicating data over the Internet or other networks is
handled via protocols. Several exist including, for example,
TCP, UDP, RTP, etc.

The Transmission Control Protocol (TCP) is a protocol of
the Internet Protocol Suite and one of two original compo-
nents of the suite, complementing the Internet Protocol (IP),
and, which is commonly referred to as TCP/IP representing
both the TCP and IP protocols. The TCP protocol places a
premium upon reliability and data integrity, and is used by
major Internet applications such as World Wide Web brows-
ers, email applications, remote administration, and file trans-
fer, each of which depend upon accuracy of the data transfer
operation. Conversely, applications which do not require reli-
able data transfers, may use the User Datagram Protocol
(UDP), which provides a datagram service that emphasizes
reduced latency over reliability, thus making data loss an
acceptable operational characteristic in the pursuit of reduced
latency.
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Due to network congestion, traffic load balancing, or other
unpredictable network behavior, packets can be lost, dupli-
cated, or delivered out of order. The TCP protocol detects
these problems, requests retransmission of lost data, and rear-
ranges out-of-order data. Once the TCP receiver has reas-
sembled the sequence of octets originally transmitted, it
passes them to the application program. Thus, TCP abstracts
the application’s communication from the underlying net-
working details.

TCP is optimized for accurate delivery rather than timely
delivery, and therefore, TCP sometimes incurs relatively long
delays (in the order of seconds) while waiting for out-of-order
messages or retransmissions of lost messages. It is not par-
ticularly suitable for real-time applications such as Voice over
IP. For such applications, protocols like the Real-time Trans-
port Protocol (RTP) running over the User Datagram Protocol
(UDP) are customarily utilized.

The RTP protocol defines a standardized packet format for
delivering audio and video over IP networks. RTP is used
extensively in communication and entertainment systems
that involve streaming media, such as telephony, video tele-
conference applications, television services and web-based
push-to-talk features.

Unfortunately, the RTP protocol which is utilized by con-
ventional applications for providing real-time or low-latency
type streaming applications is wholly deficient to provide
traversal mechanisms through varying network layers, tra-
versal means for firewalls, and traversal means for crossing
disparate network architectures, so as to establish a link
between two remote computing devices, such as a client/
server or peer-peer, etc., whereas such features are provided
by the TCP protocol. Unfortunately, the TCP protocol is also
unsatisfactory for real-time and low latency applications due
to the unacceptable latency delay introduced through its use.

With other applications it may necessary to provide notjust
low latency communications but additionally ensure wholly
lossless communication which, unfortunately, the TCP pro-
tocol is unable to provide. The TCP protocol can ensure
lossless connections but its tendency to induce latency on the
order of seconds is wholly unacceptable for applications also
requiring low latency. Consider for example a desktop shar-
ing application in which participants at different locations are
speaking to each other via telephone and simultaneously
sharing a presentation via a desktop sharing application
which requires lossless connections. Latency on the data
transport would cause the desktop sharing application to
“lag” behind as it awaits missing packets if using the TCP
protocol, in which case the participants viewing the shared
desktop would be presented with a display thatis out of synch
with the spoken audio shared via telephone.

An improved data transport utilizing the mechanisms
described herein could resolve such a problem. The present
state of the art may therefore benefit from methods, systems,
and apparatuses for implementing a streaming platform 10
pump and regulator as described herein.

BRIEF DESCRIPTION OF THE DRAWINGS

Embodiments are illustrated by way of example, and not by
way of limitation, and will be more fully understood with
reference to the following detailed description when consid-
ered in connection with the figures in which:

FIG. 1 depicts an exemplary architecture in accordance
with described embodiments;
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FIG. 2A is a flow diagram illustrating a method for adapt-
ing bandwidth utilization via a regulator’s adaptation of
nominal packet size in accordance with disclosed embodi-
ments;

FIG. 2B is a flow diagram illustrating another method for
adapting bandwidth utilization via a regulator’s adaptation of
nominal packet size in accordance with disclosed embodi-
ments;

FIG. 2C is a flow diagram illustrating another method for
adapting bandwidth utilization via a regulator’s adaptation of
nominal packet size in accordance with disclosed embodi-
ments;

FIG. 3 depicts an alternative exemplary architectural over-
view of the environment in which embodiments may operate;

FIG. 4 is a flow diagram illustrating another method in
accordance with disclosed embodiments;

FIG. 5 illustrates a diagrammatic representation of a
machine in the exemplary form of a computer system, in
accordance with one embodiment;

FIG. 6 illustrates a block diagram of an example of an
environment in which an on-demand database service might
be used;

FIG. 7 illustrates a block diagram of an embodiment of
elements of FIG. 6 and various possible interconnections
between these elements;

FIG. 8 depicts an exemplary architecture for desktop
screen sharing in accordance with described embodiments;

FIG. 9 depicts an alternative architecture for desktop
screen sharing in accordance with described embodiments;

FIG. 10 depicts an alternative architecture and process
operations for a desktop screen sharing application in accor-
dance with described embodiments;

FIG. 11 depicts processing between a server and a remote
client when losses occur from the server and when losses
occur to the server;

FIG. 12 is a flow diagram illustrating a method in accor-
dance with disclosed embodiments; and

FIG. 13 is another flow diagram illustrating a method in
accordance with disclosed embodiments.

DETAILED DESCRIPTION

Described herein are systems, devices, and methods for
implementing a streaming platform IO pump and regulator in
an on-demand service environment.

In one embodiment, such means include: means for execut-
ing an application at the computing device; requesting data
for the application from a second computing device commu-
nicably interfaced with the first computing device via a public
Internet; calculating an estimated arrival time for the data to
be returned from the second computing device; determining
the data fails to arrive within the estimated arrival time cal-
culated; initiating a new connection to the second computing
device; and re-sending the request for the data for the appli-
cation to the second computing device via the new connec-
tion.

Generally speaking, streaming data from client computer
on the Internet, including those operating from within private
networks, to a server located on a data center is a technologi-
cally complex problem, and one which typically requires
different and customized solutions depending on the varying
network structures, firewalls, and protections which must be
traversed by the data to be streamed.

Conventional solutions utilize the Real-time Transport
Protocol (RTP) to implement data streaming for real-time and
low latency applications, however, the use of RTP mandates
certain undesirable complexities. For instance, with the use of
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RTP, it is necessary to open up ports on both sides, for
instance, the client side and the server side, as well as perform
firewall traversal. Unfortunately, the technical operations for
opening up such ports and traversing firewalls is inconsistent,
which results in a software application which utilizes the RTP
protocol, having to implement various schemes and configu-
rations so as to support and establish a stream capable con-
nection between such devices.

These varying and inconsistent schemes prove to be labo-
rious to develop, error prone as firewall and network configu-
ration technologies change, and limited in scope as they fail to
account for all potential client/server or peer to peer combi-
nations in a comprehensive manner, thus leaving certain con-
figurations unsupported.

In a real-time or low latency streaming application, the
general objective may be characterized as creating a connec-
tion between two devices (e.g., client/server or peer/peer)
such that the application may communicate as much data
between the devices, with as little latency as possible, in the
most reliable manner feasible. For an application developer
seeking to implement such real-time or low latency applica-
tion, the ability to create as comprehensive of a connection
scheme as possible, as simply as possible, is another impor-
tant consideration.

When communicating data over the public Internet, further
challenges are encountered which are not present in switched
circuit networks. For example, data which traverses a
switched circuit network enjoys a guaranteed amount of
bandwidth. Conversely, data traversing the public Internet
encounter an environment in which the actual and practical
amount of bandwidth available to a given application is
changing constantly.

So as to overcome these problems, means are taught herein
for implementing a slipstream bandwidth management algo-
rithm which enables an application or agent operating at a
computing device to employ real-time and/or low latency
communications over the public Internet in such a way that
the applications connection schemes behave like a World
Wide Web browser and appear to the client’s operating sys-
tem as a browser, insomuch as the connection schemes are
considered, and thus, the application is able to send data to a
remote server or peer and receive data back from the remote
server or peer, in much the same way that a browser applica-
tion may operate. Unlike a browser application however,
novel means are employed to ensure low latency, solving a
deficiency of the TCP protocol, and further to ensure data
accuracy and reliability, solving a deficiency of the RTP pro-
tocol.

The TCP protocol is utilized to support connections over
the public Internet between remote computing devices,
despite the fact that TCP is widely disfavored for implement-
ing real-time and low latency applications such as VoIP and
audio or video sharing applications in favor of the RTP pro-
tocol. The TCP protocol is distavored by conventional wis-
dom because it cannot support bi-directional communica-
tions, thus, a client/server or peer to peer connection via TCP
does not support both sending and receiving simultaneously.
The TCP protocol is further disfavored by conventional wis-
dom while packet losses are addressed in a favorable manner
for browser applications, the same packet loss handling
mechanisms are extremely problematic for real-time and low
latency applications because lost packets will be re-transmit-
ted at different time delays causing unpredictable latency
between packets.

In the following description, numerous specific details are
set forth such as examples of specific systems, languages,
components, etc., in order to provide a thorough understand-
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ing of the various embodiments. It will be apparent, however,
to one skilled in the art that these specific details need not be
employed to practice the embodiments disclosed herein. In
other instances, well known materials or methods have not
been described in detail in order to avoid unnecessarily
obscuring the disclosed embodiments.

In addition to various hardware components depicted in the
figures and described herein, embodiments further include
various operations which are described below. The operations
described in accordance with such embodiments may be per-
formed by hardware components or may be embodied in
machine-executable instructions, which may be used to cause
a general-purpose or special-purpose processor programmed
with the instructions to perform the operations. Alternatively,
the operations may be performed by a combination of hard-
ware and software.

Embodiments also relate to an apparatus for performing
the operations disclosed herein. This apparatus may be spe-
cially constructed for the required purposes, or it may be a
general purpose computer selectively activated or reconfig-
ured by a computer program stored in the computer. Such a
computer program may be stored in a computer readable
storage medium, such as, but not limited to, any type of disk
including floppy disks, optical disks, CD-ROMs, and mag-
netic-optical disks, read-only memories (ROMs), random
access memories (RAMs), EPROMs, EEPROMs, magnetic
or optical cards, or any type of media suitable for storing
electronic instructions, each coupled to a computer system
bus.

The algorithms and displays presented herein are not inher-
ently related to any particular computer or other apparatus.
Various general purpose systems may be used with programs
in accordance with the teachings herein, or it may prove
convenient to construct more specialized apparatus to per-
form the required method steps. The required structure for a
variety of these systems will appear as set forth in the descrip-
tion below. In addition, embodiments are not described with
reference to any particular programming language. It will be
appreciated that a variety of programming languages may be
used to implement the teachings of the embodiments as
described herein.

Embodiments may be provided as a computer program
product, or software, that may include a machine-readable
medium having stored thereon instructions, which may be
used to program a computer system (or other electronic
devices) to perform a process according to the disclosed
embodiments. A machine-readable medium includes any
mechanism for storing or transmitting information in a form
readable by a machine (e.g., a computer). For example, a
machine-readable (e.g., computer-readable) medium
includes a machine (e.g., a computer) readable storage
medium (e.g., read only memory (“ROM”), random access
memory (“RAM”), magnetic disk storage media, optical stor-
age media, flash memory devices, etc.), a machine (e.g., com-
puter) readable transmission medium (electrical, optical,
acoustical), etc.

Any of the disclosed embodiments may be used alone or
together with one another in any combination. Although vari-
ous embodiments may have been partially motivated by defi-
ciencies with conventional techniques and approaches, some
of which are described or alluded to within the specification,
the embodiments need not necessarily address or solve any of
these deficiencies, but rather, may address only some of the
deficiencies, address none of the deficiencies, or be directed
toward different deficiencies and problems where are not
directly discussed.
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FIG. 1 depicts an exemplary architecture 100 in accor-
dance with described embodiments. In particular, a local
computing device 105 and a remote computing device 115 are
depicted, each of which are communicatively linked such that
they communicate via the public Internet 110. The local com-
puting device 105 may operate as a client or a peer, but
nonetheless, benefits from the implementation of the Input/
Output pump 150 (also referred to as the “I/O pump” or “IO
pump” or a “streaming platform™) at the local computing
device 105, which enables the methodologies described
herein.

According to one embodiment, the architecture 100 for
implementing such an /O pump 150 may be utilized for
performing bidirectional low latency, lossless, high band-
width streaming using the TCP/IP protocol (Transmission
Control Protocol/Internet Protocol).

As shown here, the /O pump includes the trigger 170,
exchanger 160 having the task queue 162 therein for manag-
ing multiple queued tasks 163, and further includes the con-
nection pool 161 having connections 164 therein. A regulator
155 is depicted which cooperatively operates with the 1/0
pump 150, for example, to monitor and control the I/O Pump
150. Application 180A at the local computing device 105
exchanges data (e.g., request packets 199 and response pack-
ets 198) over the public Internet 110 with the application
180B at the remote computing device 115. The respective
applications 180A/B may form a client/server relationship or
a peer to peer relationship.

According to one embodiment, there is a computing device
(e.g., local computing device 105), having a processor therein
to execute an application 180A, the application 180A being
operable to communicate with a remote computing device
115 over a public Internet 110. According to such an embodi-
ment, the computing device further embodies a regulator
module 155 to approximate outgoing bandwidth for commu-
nications from the computing device 105 to the remote com-
puting device 115, and in which the regulator module 155 is
to further approximate incoming bandwidth for communica-
tions received at the computing device 105 from the remote
computing device 115. According to such an embodiment, an
input/output (I/O) pump 150 of the computing device 105
allocates multiple simultaneous Transmission Control Proto-
col (TCP) connections 164 in support of the application 180A
based at least in part on the approximated outgoing band-
width and based further on the approximated incoming band-
width; and in which the regulator module 155 further itera-
tively adjusts bandwidth communicated (e.g., based on
packets 198 and 199, nominal packet size etc.) for the appli-
cation between the computing device 105 and the remote
computing device 115 based at least in part on latency
between the computing device and the remote computing
device.

In another embodiment of the computing device, the I/O
pump 150 is to allocate the multiple simultaneous TCP con-
nections 164 in support of the application 180A includes a
connection pool 161 of the I/O pump 150 to maintain the
multiple simultaneous TCP connections 164.

In another embodiment of the computing device 105, a
trigger 170 of the /O pump 150 is to iteratively trigger trans-
mission of request packets 199 from the computing device
105 to the remote computing device 115 according to a con-
figured value for time between I/O transmission cycles.

In another embodiment of the computing device, an
exchanger 160 of the /O pump 150 is to queue pending
request packets awaiting transmission from the computing
device to the remote computing device within a task queue
162; and in which the exchanger is to further match pending
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request packets (e.g., tasks 163 yet to be transmitted) in the
task queue 162 to one of the multiple simultaneous TCP
connections 164 within a connection pool 161 having an
available state to transmit the pending request packets to the
remote computing device 115 via the multiple simultaneous
TCP connections 164.

In another embodiment of the computing device 105, the
application 180 A executing on the computing device includes
one or more of the following application types: a real-time
communications application; a low latency communications
application; a Voice over Internet Protocol (VoIP) applica-
tion; an audio streaming application; a video streaming appli-
cation; a bi-directional audio streaming application; a video
streaming application; a screen sharing application; and a
web-cam audio/video application.

Consistent with the embodiments described herein, the
following terminology is used throughout this document:

A Client Clock is a tool that reports elapsed time since the
client started, in milliseconds.

A Server Clock is a tool that reports the elapsed time since
the server started, in milliseconds. According to one embodi-
ment, the elapsed time reported from the server clock is
biased by 2"63.

A Clock Synchronizer is atool that synchronizes the Server
Clock with the Client Clock. In one embodiment, a relatively
constant degree of error is present and an offset may be
applied as part of the synchronization.

A connection pool 161 is an array of TCP connections 164
between the local computing device 105 and the remote com-
puting device 115, for example, between a client and a Media
Server, between peers in a VoIP or audio/video sharing appli-
cation, etc.

Elapsed Transmission Time is the amount of time it takes
for a Request Packet to travel one way from the local com-
puting device 105 to the remote computing device 115.

Elapsed Receive Time is the amount of time it takes for a
Response Packet to travel one way from the remote comput-
ing device 115 to the local computing device 105.

Emergency Multiplier is a value that is multiplied by
Nominal Bandwidth to affect drastic, instantaneous, but tem-
porary changes to the packet sizes used by the /O Pump 150.

Exchange Tasks are objects that can be added to the task
queue 162 as tasks 163 to drive the latter stages of an /O
Cycle, not including Packing operations.

A request packet 199 is a packet containing an Exchange
Header and application data that is sent from the local com-
puting device 105 to the remote computing device 115, elic-
iting a response packet 198 from the remote computing
device 115.

The response packet 198 is a packet containing an
Exchange Header and application data that is sent from the
remote computing device 115 to the local computing device
105 in response to a request packet 199.

The Exchanger 160 is a module at the local computing
device 105 (e.g., client side) responsible for sending data,
such as request packets 199, to the remote computing device
115 and for receiving a response packet 198 from the remote
computing device 115.

An 1/0 Cycle is a process for creating (also referred to as
Packing) a request packet 199 from application 180A data,
transmitting the request packet 199 to the remote computing
device 115, receiving a response packet 198 from the remote
computing device 115, and sending the returned data received
via the response packet 198 back to the application 180A.

1/O depth represents the number of connections 164 in the
connection pool 161 that are currently active, and may further
include the connections 164 that are soon-to-be active. Thus,
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state information may further be maintained for connections
164 within the connection pool 161. /O depth information
may be maintained outside of the connection pool 161.

The /O Pump 150 represents the implementation of mod-
ules at the local computing device 105, such as at a client side,
to implement the streaming platform described herein,
including modules and functionality for implementing the
trigger 170, exchanger 160, connection pool 161, and other
described features. Notably, an /O pump 150 is not required
at the remote computing device (e.g., at the server side or at
the device of a remote peer), though one may exist.

Modulated Nominal Bandwidth represents Nominal Band-
width multiplied by a scaling factor, in which the scaling
factor (e.g., such as an Emergency Multiplier, etc.) is used to
quickly clear backlogs based on the current number of 1/O
Cycles that are both overdue and incomplete.

Nominal Bandwidth represents the regulator’s 155
approximation (e.g., a best guess according to its algorithms
and available data) as to the amount of inbound and outbound
bandwidth available for receiving and transmitting response
packets 198 and request packets 199 respectively. Nominal
Bandwidth may be limited as to the accuracy of the approxi-
mation because: (1) Nominal bandwidth may not measure
bandwidth levels that exceed the bandwidth levels tested, and
(2) Nominal Bandwidth may function as a forecasting mecha-
nism only, insomuch that levels approximated may prove to
be higher or lower than the forecast. Deviations from the
forecast may, however, be utilized to further refine the Nomi-
nal Bandwidth which is approximated by the regulator 155
after each I/O cycle completes.

Bandwidth approximation is necessary for the up and the
down (e.g., outbound and inbound) directions individually,
because the potential bandwidth capacity may differ for the
respective directions, and it is desirable to optimize the trans-
mission in each direction in support of improved quality or
audio/video/VoIP applications, etc., as well as for the sake of
reduced latency which negatively affects such applications.
Failure to provide good approximation of the bandwidth may
underutilize available bandwidth, or potentially worse, over
utilize available bandwidth resulting in every node, hop, or
network device between the local computing device and the
remote computing device along the path(s) to begin buffering
data, which in turn exacerbates latency problems.

Packet Size Limits are values calculated by functionality at
the local computing device (e.g., via a Bandwidth Limiter
tool). The packet size limits may additionally reflect Inbound
and Outbound Packet Size Limits based on the configuration
of'the remote computing device 115, which may be outside of
the scope of control for the I/O pump 150, but may neverthe-
less be accommodated by the I/O pump 150 through algorith-
mic changes at the local computing device 105.

Packing is process of creating a request packet 199 which
is to be sent to the remote computing device 115.

A Bandwidth Calculator may be utilized to calculate
Nominal Bandwidth.

Potential Throughput represents the maximum unidirec-
tional data rate that could be achieved based on the configu-
ration, paths, and other constraints affecting transmission of
data through the public Internet 110 upon which the request
packets 199 and response packets 198 are transported
between the local and remote computing devices.

The Regulator 155 is a module at the local computing
device 105 that works in a cooperative manner with the /O
pump 150 to regulate the flow of traffic between the local
computing device 105 and the remote computing device 115.

A Regulator Record is a collection of metrics representing
the timing and progression of a single I/O Cycle.
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Round Trip Transmission Time represents the amount of
time it takes to transmit a Request Packet 199 to the remote
computing device 115 and receive a response packet 198 at
the local computing device 105 for the corresponding request
packet 199 sent.

The task queue 162 contains two arrays; (1) an array of task
objects that inherit from a ‘Task’ class, and (2) an array of
threads. When a task 163 is available, and a thread is not in
use, a thread is assigned a particular task 163. The thread will
then call the task’s 163 execute function. When the execute
function completes, the task 163 is removed from the task
queue’s 162 array of task objects.

A Traffic Report, also referred to as a ‘Regulator Record’ is
a collection of metrics representing the timing and progres-
sion of a single 1/O Cycle.

The trigger 170 is a module at the local computing device
105 responsible for initiating /O Cycles.

Unpacking is the process of reading a response packet 198
and dispatching its contents to the application 180A.

Provisioning of the described 1/0 Pump 150 onto capable
computing devices provides for a real-time media transport
that maximizes bandwidth utilization while maintaining the
minimum amount of latency feasible and further minimizing
the effects of packet loss and jitter. Implementation of such an
1/0 Pump 150 is reliable in its exchange of data between
remote and physically separated applications 180A/B oper-
ating on local and remote computing devices. Furthermore,
the 1/0 Pump 150 provides scalability by supporting remote
connectivity over the public Internet 110 through widely
available support of the TCP/IP protocol, and yet overcomes
TCP/IP’s well known shortcomings when it comes to sup-
porting real-time and low latency types of media applications
including, for example, VoIP, audio sharing, video sharing,
and screen sharing.

Further still, the I/O Pump may be utilized effectively over
disparate transport means including, for example, Cable
Internet, DSL (Digital Subscriber Line), Fiber Optics (e.g.,
FiOS™), Wireless, Wik, LTE, 4G, 3G, satellite, etc., so long
as the transport means supports TCP/IP protocol, which is
ubiquitous on the aforementioned transports. Further still,
varying configurations of network architectures, firewalls,
corporate and government networks, etc. are supported and
traversable.

The /O Pump 150 is tolerant, by its design, to fluctuating
bandwidth and other varying network conditions prevalent on
the public Internet 110, even where such fluctuations and
variations occur during a single streaming session between
the exemplary local computing device 105 and remote com-
puting device 115.

Accordingly, the [/O Pump 150 operates according to the
various embodiments to support: sending streams of applica-
tion data from one local computing device 105 to a remote
computing device 115 via a central media server operating as
the remote computing device 115; sending streams of appli-
cation data from one local computing device 105 to a group of
other clients via a remote computing device 115; maximizing
1/0 throughput to and from a remote computing device 115;
minimizing end-to-end latency between the local and remote
computing devices; minimizing effects of packet loss; and
minimizing effects of TCP /O failures.

Consistent with embodiments described herein, any or all
of the following characteristics, criteria, thresholds, and
attributes may be present: (a) the /O Pump 150 may open and
maintain multiple simultaneous TCP/IP connections 164
originating at the local computing device 105 and terminating
at the remote computing device 115 on behalf of a single
application 180A; (b) connections 164 may close on their
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own or self-terminate due to network errors at a rate not to
exceed once per five (5) seconds according to exemplary
embodiments; (c) in the event of network error, it may be
unknown whether or not a given request packet 199 was
received by the remote computing device 115; (d) networks
associated with either the local computing device 105 and/or
the remote computing device 115 may utilize any of firewalls,
NAT (Network Address Translation) schemes, and/or proxy
servers; and (e) a maximum TCP failure rate of 1% (based on
50 ms /O cycles and calculated using a two (2) second
moving average) may be employed.

According to an exemplary embodiment, a potential
throughput is the maximum data rate achievable between the
local computing device 105 and the remote computing device
115 based on the configuration, paths, and other constraints
represented by the network as expressed in bits per second,
and may further vary as higher or lower depending on the
application 180A/B, according to which: (a) a required mini-
mum potential outbound throughput is established as an
exemplary 256 Kbps (e.g., with 1 second moving average);
and (b) a required minimum potential inbound throughput is
established as an exemplary 384 Kbps (e.g., with a 1 second
moving average).

In one embodiment, the minimal round trip latency or
minimal round trip transmission time represents the amount
of time it takes to transmit, via TCP/IP, a minimal sized
request to the remote computing device 115 and receive a
minimal sized response at the local computing device 105,
assuming no packet loss and minimal jitter.

According to such an exemplary embodiment, the minimal
round trip latency is a arrived upon according to: (a) the
elapsed time to transmit from the local computing device 105
to the remote computing device 115; (b) the elapsed time
before the remote computing device 115 responds and (¢), the
elapsed time to transmit from the from the remote computing
device 115 to the local computing device 105. According to
one embodiment, the minimal round trip latency is tracked by
the streaming platform according to observation over a roll-
ing three (3) minute historical period. In an exemplary
embodiment, required minimal round trip latency is estab-
lished as 700 ms according to a three-minute moving mini-
mum.

According to one embodiment, packet loss occurs when
one or more packets (198 and 199) of data traversing the
public Internet 110 between applications 180A/B ofthe local
and remote computing devices fail to reach their destination.
Such packets may be lost in either the inbound or outbound
directions. According to embodiments of the I/O pump 150
transmitting via the TCP/IP protocol, such packet loss will be
exhibited as delayed transmissions. Thus, according to exem-
plary embodiments, a required maximum average total
packetloss is established as an exemplary 3% with a 1-second
moving average of inbound packet loss plus 1-second moving
average of outbound packet loss.

According to the described embodiments, jitter is the
deviation from periodicity for elapsed transmission times.
Consistent with use of the described I/O Pump 150, jitter may
manifest as a deviation in round trip latency, which may be
due to: (a) network jitter on the path from the local computing
device 105 to the remote computing device 115 via the public
Internet; (b) network jitter on the path from the remote com-
puting device 115 to the local computing device 105 via the
public Internet; (c) packet losses for request and/or response
packets (198 and 199); and/or (d) variations in available band-
width for transmitting data via the public Internet 110.
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According to an exemplary embodiment, required maximum
average jitter is established at an exemplary 100 ms with a
1-second moving average.

According to the various embodiments, implementation of
the described /O pump 150 accounts for the following advan-
tages with respect to protocol choice, layered implementa-
tion, and bandwidth/latency management.

Regarding the protocol choice for use with the described
1/O Pump 150, TCP/IP is the most widely distributed and
supported application protocol on the Internet. Due to its vast
adoption and support, programmers’ designs which rely upon
client-server or peer-to-peer communications via TCP/IP do
not need to solve specific network related challenges, such as
firewall, proxying, and NAT traversal. Accordingly, use of
TCP/IP, as opposed to RTP, lends itself to a top-down design
in which challenges like packet loss and bandwidth limita-
tions are solvable through software without being constrained
by the design and availability of existing network standards.

Conventional wisdom dictates that TCP/IP is not a reliable
platform for real-time and low latency communications.
However, the limitations of TCP/IP can be addressed through
provisioning and use of the described I/O Pump 150 and the
complementary methodologies described herein. The limita-
tions of TCP/IP cited in support of favoring RTP protocol
over TCP/IP for low latency and real-time applications
included at least the half-duplex nature of TCP/IP, insomuch
that when using a TCP/IP connection, the network is either
transmitting data to the server, or receiving data from the
network, or doing nothing at all, but it is not simultaneously
transmitting in both directions. In support of low latency and
real-time applications envisioned for use with the described
1/0 pump 150, it is necessary to transmit data continuously in
both directions, thus lending credence to the conventional
wisdom against selecting the TCP/IP protocol.

The problem of the half-duplex nature of TCP/IP (or non
bi-directional) is solved by the I/O Pump 150 implementing
multiple simultaneous connections 164, and using such a
series of connections 164 for transmissions via the I/O pump,
it is then permissible for a first connection to be sending,
while a different second connection 164 is receiving, and still
another connection 164 may be blocked waiting for a
response packet 198 from the remote computing device. To be
clear, the multiple simultaneous connections 164 are allo-
cated by the I/O Pump 150 for a single application 180A,
whereas conventional methodologies do not allocate and
manage such a series of TCP/IP connections in support of a
single application 180A in the manner described for the /O
Pump 150. Unfortunately, TCP offers no mechanism what-
soever by which such multiple simultaneous TCP connec-
tions may be managed, and thus, the teachings described
herein must be employed to appropriately allocate, utilize,
and manage the multiple simultaneous TCP connections pro-
posed for such a single executing application 180A.

Because packet loss causes TCP retransmissions when uti-
lizing TCP/IP, the transmission of real-time data via TCP/IP
could be subjected to excessive delays associated with such
packet loss and retransmission thus interfering with such
real-time transmissions, and again, lending credence to the
conventional wisdom against selecting TCP/IP. Nevertheless,
through the /O Pump’s 150 utilization of multiple simulta-
neous connections 164, the regulator 155 functionality moni-
toring the /O pump’s 150 transmissions detects excessive
delays and retransmit data using a different connection 164,
supplanting the retransmission functionality of the TCP/IP
protocol stack with its own. Failure to supplant the re-trans-
mission operation of conventional TCP protocol operation
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conflicts with the advantages of the I/O pump 150 and regu-
lator’s 155 ability to reduce latency while also using the TCP
protocol.

Regarding the layered implementation of the design, the
described slipstream bandwidth management algorithm may
be considered to have the following layers of interaction (also
conceptually referred to as compartmentalized responsibili-
ties):

At a lowest layer, provisioning of the /O pump 150 is
utilized most simply to facilitate the maximum number of
bytes bi-directionally between the local computing device
105 and the remote computing device 115, with the least
latency, and overcoming the effects of packet loss through use
of the regulator’s monitoring capabilities to recognize and
re-transmit data packets as necessary, supplanting the TCP/
IP’s retransmission functionality which is considered inad-
equate due to its undesirable latency inducing effects.

At a next higher layer, functionality of the I/O pump 150
prioritizes and multiplexes streams of data via packing and
unpacking operations between the local computing device
and remote computing device respectively.

At another conceptual layer, functionality of the I/O pump
150 provides sequencing, such as lossy sequencing allowing
lower latency when packet loss exists or lossless sequencing
exhibiting higher latency when packet loss exists, or no
sequencing at all, depending on implementation consider-
ations.

Further conceptual layers of functionality include format-
ting and addressing of packets by taking application data and
turning it into a series of objects and visa versa, encoding/
decoding and compression/decompression, as necessary, and
bandwidth/latency management, for instance, implemented
at a higher application layer or on behalf of the application
layer and visible thereto.

Controlling the I/O pump 150 is provided through param-
eters. For instance, predictable operation of the I/O pump 150
may be realized through establishing a minimal set of opera-
tional parameters, such as (a) the speed of the pump (cycles
per second, or interval); (b) input packet size; and (c) output
packet size. In addition to the I/O pump 150 operating in a
predictable and easily controllable manner, the I/O pump may
further accommodate various telemetry data reporting opera-
tional characteristics, at least some of which may be utilized
by the I/O pump 150 itself to further refine its operational
efficiency, for instance, by adapting to changes in actual
transmission throughput via the public Internet 110 to a
remote computing device. According to one embodiment, the
1/O pump 150 self selects optimal packet sizes based on the
telemetry data observed.

According to one embodiment, the I/O Pump 150 may
operate to facilitate transmission of data both to and from the
remote computing device. The /O pump 150 may utilize a
fixed-sized pool of TCP connections (connection pool 161),
and a fixed-size pool of threads (contained in the Exchanger
160) to maintain the continuous flow of data both to and from
the remote computing device. According to embodiments,
every /O cycle involves two different packets, the packet
which travels to the remote computing device 115 being the
request packet 199 and the response from remote computing
device 115 being the response packet 198.

According to one embodiment, the connection pool 161 is
an array of TCP connections from the local computing device
105 to the remote computing device 115. In such an embodi-
ment, the connections 164 may exist in one of three states;
closed, busy or available. A closed state indicates the connec-
tion to remote computing device 115 is currently closed. A
busy state indicates the connection 164 to remote computing
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device 115 is open, but is currently in use and awaiting a reply.
An available state indicates the connection 164 to the remote
computing device 115 is open, and is not in use, thus being
immediately available for use.

On request, the connection pool 161 is capable of perform-
ing a send/receive operation using an available connection
164. If an available connection 164 is not found in the array,
then the connection pool will open a closed connection 164,
thus transitioning the connection from closed to available. If
there are not any closed connections available, then the con-
nection pool 161 will return an error code (ssTransport::
ConnectionPoolBusy), according to certain embodiments.

By opening up multiple connections and using them in the
aggregate for a single application, the I/O pump 150, effec-
tively produces one sufficient connection utilizing the TCP/IP
protocol as a base, whereas TCP/IP alone fails to accommo-
date the requirements of real-time and low latency applica-
tions, including bi-directional capabilities not provided by the
TCP/IP stack, such that an application can receive and send in
real-time in both directions, with minimal latency, and still
allow for redundancy, lossy or lossless, as appropriate,
through the provisioning and use of the /O pump 150.
Whereas TCP/IP exchange normally dictates the opening of
just one connection per exchange/interaction the I/O pump
and complementary modules provides the necessary manage-
ment and scheduling operations to utilize the multiple simul-
taneously active connections. These connections will grow
overtime, as managed by the /O pump and its regulator, until
an optimal quantity needed for a given application and usage
is reached.

To minimize the impact of the opening connections on
bandwidth calculations, during initialization, the connection
pool 161 will pre-open a predetermined number of connec-
tions according to certain embodiments. For instance, con-
figuration parameters may dictate that an exemplary 20 con-
nections be pre-opened or pre-allocated at startup.

According to one embodiment, the connection pool 161
includes ability to fully abort a specific transmission after a
certain amount of time has passed. Such functionality treats
the transmission as an I/O failure and responsively causes a
subsequent retransmission, thus supplanting the retransmis-
sion functionality of standard TCP/IP, unless the retransmis-
sion has already occurred via the TCP/IP implementation
before the connection pool 161 triggers its own threshold
abort time.

According to one embodiment, the Exchanger 160 facili-
tates the process of Exchanging packets with the remote
computing device, thus providing “upload data’ in the request
packet 199 and receiving ‘download data’ in the response
packet 198 sent from the remote computing device as its
reply.

According to one embodiment, the exchanger 160 trans-
mits request packets 199 to the remote computing device 115
by using a connection 164 in the connection pool 161. In such
an embodiment, in addition to application data transmitted,
request packets 199 also contain a value for a request packet
size and by transmitting the request packet 199, the exchanger
160 is both (a) delivering application data to the remote com-
puting device 115 and (b) requesting a response packet 198
conforming to a specified response packet size.

According to one embodiment, receiving a response packet
198 further includes unpacking and dispatching the applica-
tion data received in the response packet 198 to an originating
application, such as a client or peer application 180 A execut-
ing at the local computing device 105.

The exchanger 160 may inherit from a ‘task queue’ 162
class, in which case the exchanger’s 160 task queue 162
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maintains an array of exchange tasks 163 and dispatches such
exchange tasks 163 to an array of task threads available to the
exchanger 160. An Exchanger::Exchange method may serve
as an entry point for the exchanger 160, responsible for cre-
ating an exchange task 163 and adding it to the exchanger’s
task queue 162, thus enabling the exchanger 160 to pair
individual threads available to the exchanger 160 with con-
nections 164 from the connection pool 161 to drive I/O
between the local computing device 105 and the remote com-
puting device 115.

According to one embodiment, the trigger 170 is respon-
sible for initiating the exchange process via its own trigger
thread. The trigger’s 170 thread may execute at a regular
interval, such as an exemplary 50 ms, in which each execution
cycle consists of at least two operations: (a) an operation for
assembling request packets 199 using a request packet size
and queued application data from the application 180A, in
which the request packet size may vary over time being cal-
culated and adapted by the regulator 155 module (referred to
also as the modulated nominal outbound packet size; and (b)
an operation for invoking the exchanger’s method, thereby
queuing an 1/O cycle.

As a result of the trigger’s 170 iterative cycles, the 1/O
pump’s 150 exchange process occurs at an interval that is
independent of round-trip-latency, in which the I/O pump 150
is capable of overlapping /O, meaning additional request
packets 199 can be triggered and sent to a remote computing
device before a response packet 198 for a previously sent
request packet 199 arrives at the local computing device, thus
enabling the /O pump to drive data transfer continuously for
both inbound and outbound transmissions.

According to an embodiment, the number of pending TCP
requests, referred to as the /O depth, starts at zero and
increases each time a request is made, and decreases each
time a reply is received. By calculating the optimal values for
request packet size (e.g., the modulated nominal outbound
packet size) and response packet size (e.g., the modulated
nominal inbound packet size), the I/O pump 150 is able to
fully exploit all available throughput in both directions, as
such throughput is available between the local and remote
computing devices when communicating via the public Inter-
net 110.

According to one embodiment, the regulator 155 coopera-
tively operates in tandem with the I/O Pump to regulate the
flow of traffic between the local computing device 105 and the
remote computing device 115. For instance, the regulator 155
may be responsible for (a) helping the [/O Pump maximize
throughput to and from the remote computing device 115; and
(b) helping the I/O Pump minimize round trip transmission
times to and from the remote computing device 115. The
regulator 155 may further provide reporting capabilities used
to drive logging, application events, or user interface compo-
nents. According to one embodiment, the regulator 155: (a)
monitors performance of the [/O pump 150; (b) performs
instantaneous and historical analysis; (¢) selt-adjusts opera-
tional parameters to optimize performance; and (d) iteratively
performs preceding operations (a) through (c) throughout the
duration of a user’s real-time or low latency application ses-
sion.

According to one embodiment, the regulator 155 provides
traffic reporting telemetry data. In alternative embodiments, a
traffic reporting module provides the traffic reporting telem-
etry data. According to such an embodiment, monitoring I/O
is performed via traffic reporting which provides the regulator
155 with detailed information about each /O cycle.

In one embodiment, provided traffic reporting telemetry
data constituting traffic reports are recorded in a journal by
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the regulator 155, referred to as a regulator journal 156. Inone
embodiment, each entry in the regulator journal 156 consti-
tutes a regulator record, each of which may represent a single
1/0 cycle. The regulator journal 156 may be implemented as
aring-buffer in which old entries are reused by overwriting or
updating, etc. The regulator journal 156 may store a config-
urable amount of data, which may be utilized for rolling or
moving historical evaluations and adaptations. According to
exemplary embodiments, the regulator journal 156 stores
approximately 10 minutes of data.

According to such embodiments, traffic reporting telem-
etry data includes: regulator records updated periodically to
reflect the state of each I/O cycle, the updated state for an /O
cycle being one of: (a) packing, indicating the trigger has
started packing a request packet; (b) transmitting, indicating
the exchanger has sent the request packet, (c¢) unpacking,
indicating the exchanger has received a response packet; and
(d) complete, indicating an entire I/O cycle is complete.

As the state of a regulator record transitions from one state
to another, information may be recorded in the regulator
record as follows:

While packing (a) a total number of bytes in the request
packet; (b) a total number of bytes in the request packet by
media type; (c) a request packet size; (d) a response packet
size; and (e) the current time (e.g., departure time for the
request packet 199) according to the client clock at the local
computing device 105.

Just prior to a transmission state, recording in the regulator
record: (a) the number of bytes that remain queued at the local
computing device 105 (e.g., abacklog); (b) estimated elapsed
transmission time based on assumptions for throughput and
round trip latency; (c) estimated elapsed receive time based
on assumptions for throughput and round trip latency; and (d)
estimated client arrival time using the time at the local com-
puting device’s client clock plus the preceding two values
(estimated elapsed transmission and receive times).

During the unpacking state, recording in the regulator
record: (a) the number of bytes that remain queued on the
local computing device 105 (e.g., the backlog at the client);
(b) an inbound packet size limit as a constraint supplied by the
remote computing device 115; (¢) an outbound packet size
limit as a constraint supplied by the remote computing device;
(d) a total number of bytes in the response packet; (e) a total
number of bytes in the response packet by media type; (f) the
arrival time according to the client clock (e.g., the local com-
puting device’s 105 assessment of when a response packet
198 arrives according to it’s local client clock); (g) the arrival
time according to the clock of the remote computing device
(e.g., the remote computing device’s 115 assessment or self
reporting of arrival time for a request packet 199 received by
the remote computing device according to the clock of the
remote computing device); (h) the remote computing
device’s latency calculated as the remote computing device’s
departure time minus the remote computing device’s arrival
time; and (i) the current I/O depth.

In addition to this preceding information recorded accord-
ing to certain embodiments, each regulator record may fur-
ther maintain enumerated state variable indicating the current
state of an [/O cycle.

Further recorded, according to one embodiment, are vari-
ables used to manage error conditions and retries, including:
(a) corruption error count indicating a number of times the [/O
Pump 150 tried but failed to unpack a response packet for a
given /O cycle; (b) transmission error count indicating the
number of times the 1/O cycle failed due to a TCP failure; and
(c) obsolete reply count indicating the number of times the
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exchanger 160 should ignore the reply from the remote com-
puting device for a given 1/O cycle, in support of the retrans-
mission/retry functionality.

According to one embodiment, /O depth is optionally
recorded in a separate /O depth journal. When utilized, the
separate /O depth journal, in addition to maintaining the
current value for /O depth, further enables historical analysis
of /O depth to determine, for example, an average /O depth
over a period of time not to exceed an exemplary 100 seconds,
the determined average then being used to refine operation of
the 1/O pump 150 by the regulator 150.

According to one embodiment, the regulator’s 155 opera-
tion is configured according to the following session vari-
ables, including: (a) packet interval (e.g., 50 ms); (b) latency
tolerance in milliseconds (ms), for example, pursuant to
which latency thresholds and timeouts, etc. are based; (c)
maximum inbound bandwidth in bytes per second; (d) maxi-
mum outbound bandwidth in bytes per second; and (&) mini-
mum bandwidth in bytes per second.

According to one embodiment, the following state vari-
ables are utilized to affect the regulator’s 155 approximations
of traffic exchange performance: (a) nominal bandwidth, (b)
nominal packet sizes, and (c) reserved packet sizes.

Regarding “(a) nominal bandwidth,” the nominal inbound
bandwidth in bytes per second and nominal outbound band-
width in bytes per second reflect the regulator’s 155 best
guess for the amount of available bandwidth based on analy-
sis of information previously recorded in the regulator journal
156. Such a calculation may occur immediately after each /O
cycle has competed, for instance, after each regulator record
has been completed for a given I/O cycle.

Regarding “(b) nominal packet sizes,” the nominal
inbound packet size in bytes and nominal outbound packet
size in bytes are each a function of packet interval, the number
of overdue packets and nominal bandwidth, and each is
updated periodically during regulator recalculation, occur-
ring at a regulator interval not restricted or tied to the specific
1/O cycles.

Regarding “(c) reserved packet sizes,” the reserved
inbound packet size in bytes and the reserved outbound
packet size in bytes reflect an amount of bandwidth which is
considered to be safely available for a relatively long period
of time notwithstanding volatility of the nominal packet size,
potentially changing every 1/O cycle. The reserved packet
size may be used for streaming video, in particular, where it is
important to minimize the frequency at which the software
changes encoding parameters. According to one embodi-
ment, reserved packet size will increase at period not less than
once per an exemplary eight (8) seconds, and will decrease at
aperiod not less than an exemplary two times per second, and
further in which the regulator’s 155 analysis looks at the prior
exemplary four (4) seconds of activity on a rolling or moving
basis.

According to one embodiment, the regulator 155 operates
in accordance with the following four controls: two controls
affecting packet sizes for request packets 199 and response
packets 198 respectively, a third control affecting packet size
thresholds which is used for managing bandwidth for stream-
ing video and other fixed-size streams, and a fourth control
affecting packet interval (e.g., a configured time value for
time between [/O transmission cycles).

According to one embodiment, the regulator 155 provides
a bandwidth calculator to calculate nominal bandwidth and is
further responsible for determining new nominal inbound and
outbound bandwidth levels. According to one embodiment,
the bandwidth calculator operates on an assumption that
bandwidth decreases may occur at a greater rate than band-
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width increases, for instance, an assumption may be that
available bandwidth is decreasing by an exemplary 10% at
most per cycle and increasing by at most an exemplary 1% per
cycle. According to one embodiment, the bandwidth calcula-
tor responds to decreasing bandwidth availability; responds
to increasing bandwidth availability; and minimizes the num-
ber of failed attempts to increase bandwidth, for example, by
detecting an increase in latency subsequent to an attempted by
failed increase in bandwidth availability. Such latency
changes are much more likely to be perceived by a user of
real-time and low latency applications, and thus, the band-
width calculator of the regulator operates to determine such
characteristics and respond to them in a manner that will clear
backlogged transmit operations and minimize latency.

According to one embodiment, two bandwidth calculators
operate cooperatively on behalf of the regulator 155, a first
bandwidth calculator for outbound traffic (e.g., request pack-
ets 199), and a second bandwidth calculator for inbound
traffic (e.g., response packets 198).

Multiple adjustment means are utilized for adapting the
bandwidth utilization exploited by the 1/O pump 150, includ-
ing: a slow adjustment operation, an instantaneous adjust-
ment operation, and an I/O cycle skipping adjustment opera-
tion, each if which are described in further detail below.

According to one embodiment, bandwidth reduction is an
unconditional response, such that each time an /O cycle
completes, the regulator 155 determines if actual arrival time
for a packet is before or after an anticipated arrival time. If a
packet is overdue, arriving later than expected, then the regu-
lator 155 immediately reduces the nominal packet size by an
exemplary 10% according to one embodiment, and optionally
subjected to a threshold delay of an exemplary 2500 ms
between decrease-events, so as to prevent a bandwidth crash
caused by multiple packets all arriving late but close in time.

According to one embodiment, a bandwidth increase is a
conditional response, such that adaptation of the /O pump’s
performance is manipulated by recording the success and
failure of attaining specific bandwidths in the past, according
to recorded historical traffic reporting data. Thus, if the actual
arrival time for a packet was later than an estimated arrival
time, the regulator 155 calculates a confidence factor that is
then applied to the current nominal bandwidth, resulting in a
new nominal bandwidth greater than the presently effective
nominal bandwidth. According to an exemplary embodiment,
the regulator 155 will increase the new nominal packet size by
atleast an exemplary 0.1% (lowest confidence) and at mostan
exemplary 1% (highest confidence) per cycle.

Thus, consider an example in which the regulator 155
succeeded 95 times to increase bandwidth to 1-Mbps, and
failed 5 times to increase bandwidth to the same 1-Mbps.
Such a scenario may result in the confidence factor being
higher when attempting to increase to the 1-Mbps given the
overwhelmingly successful history, and thus, bandwidth uti-
lization will increase fairly rapidly. Conversely, if the regula-
tor 155 succeeded 5 times to institute an increase to 1-Mbps
and failed 95 times to effect the same 1-Mbps increase, then
the regulatory 155 may cause bandwidth utilization to
increase slowly, with trepidation, in favor of low latency and
stability, rather than risking aggressive bandwidth increases
or causing thrashing and self-induced jitter characteristics.

For instance, consider the exemplary flow as set forth by
FIG. 2A, depicting method 200 for adapting bandwidth uti-
lization via the regulator’s 155 adaptation of the nominal
packet size, for example, by implementing a slow adjustment
operation.

The methods 200, 201, and 202 describe according to the
exemplary flows of FIGS. 2A, 2B, and 2C respectively may
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be performed by processing logic that may include hardware
(e.g., circuitry, dedicated logic, programmable logic, micro-
code, etc.), software (e.g., instructions run on a processing
device to perform various operations such transmitting, send-
ing, receiving, monitoring, recording, updating, calculating,
etc., in pursuance of the systems and methods for implement-
ing a slipstream bandwidth management algorithm in an on-
demand service environment, as described herein. Some of
the blocks and/or operations listed below are optional in
accordance with certain embodiments. The numbering of the
blocks presented is for the sake of clarity and is not intended
to prescribe an order of operations in which the various blocks
must occur.

Flow of method 200 begins at block 205, in which process-
ing logic sends request packet from local computing device to
remote computing device.

At block 210, processing logic calculates anticipated
arrival time for a response packet from the remote computing
device corresponding to the request packet sent.

Atblock 215, processing logic receives the response packet
corresponding to the request packet sent.

At block 220, processing logic determines (e.g., via its
bandwidth calculators) if the response packet arrived on time.
Based on whether on-time arrival is determined to have
occurred or not, the flow branches accordingly. Ifyes, on-time
arrival is determined, then flow proceeds to block 225, where
processing logic calculates a confidence factor according to a
historic bandwidth increase success ratio, or based on past
bandwidth increase successes and failures. At block 230,
processing logic applies a confidence multiplier to yield a
new nominal packet size. And at block 235, the new nominal
packet size is adopted to increase bandwidth utilization. Flow
then proceeds to the end for this 1/O cycle evaluation.

Alternatively, if on-time arrival is evaluated as no, then
flow proceeds to block 240, where processing logic forces a
reduction to nominal packet size, yielding a new nominal
packet size, to reduce bandwidth, and thus causing bandwidth
utilization to decrease responsive to the late arrival. Flow may
optionally proceed to block 245, where processing logic
resets a threshold delay, after which flow advances to the end
for the given I/O cycle.

An instantaneous adjustment operation may further be uti-
lized by the regulator. according to one embodiment, a modu-
lated nominal packet size calculation incorporates an emer-
gency multiplier for reducing bandwidth utilization so as to
immediately and aggressively clear a backlog developing.
For example, a GetEmergencyMultiplier( ) function may be
used to retrieve a reduction value to be temporarily applied to
packet size controls. Such a multiplier may be utilized to
effect drastic and instantaneous, but temporary, changes to
the packet sizes used by the [/O pump 150, such that a devel-
oping backlog may be quickly cleared without reducing an
ongoing bandwidth utilization as controlled by the nominal
packet size.

In such an embodiment, the regulator 155 evaluates the
number of backlogged I/O cycles and responsively generates
a reduction value according to configured thresholds, ranges,
criteria, etc. For example, in an exemplary embodiment, the
regulator 155 evaluates backlogs and generates exemplary
values of 100%, 75%, 50% or 25%, etc., and then applies the
reduction value to the packet size returned by the bandwidth
calculator, yielding a modulated nominal packet size repre-
senting the packet size that is actually used when packing
request packets. With the reduction value applied yielding a
modulated nominal packet size, the regulator monitors for the
backlogto decrease sufficiently according to a threshold (e.g.,
no backlog, or some other acceptable value), after which the
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temporarily instituted modulated nominal packet size is with-
drawn, thus causing the [/O pump to revert to its nominal
packet size.

Consider the exemplary flow as set forth by FIG. 2B,
depicting another method 201 for adapting bandwidth utili-
zation via the regulator’s 155 adaptation of bandwidth com-
municated for the application, for example, by implementing
an instantaneous adjustment operation.

According to the flow, processing logic begins at block 250
for evaluating the current backlog. A determination is made
whether the backlog exceeds a threshold. If “no,” then flow
returns to block 250 and iteratively cycles as needed such that
an instantaneous adjustment operation according to the flow
201 may be initiated when and if the backlog does exceed the
threshold.

Conversely, if “yes,” the backlog as evaluated does exceed
the threshold, then flow advances to block 255 where pro-
cessing logic gets a reduction value based on the extent of the
backlog at present, that is, at the time of the evaluation of the
backlog.

Flow then advances to block 260 where processing logic
applies the reduction value to generate a modulated nominal
packet size to temporarily reduce bandwidth utilization.

Atblock 265, processing logic adopts the modulated nomi-
nal packet size until backlog reduced below acceptable
threshold, which is controlled by the next decision point in
which it is determined whether the backlog is below an
acceptable threshold. If “no,” then flow returns again to block
265 until the backlog is reduced below an acceptable thresh-
old. Alternatively, if “yes,” the backlog is reduced below the
acceptable threshold, then flow advances to block 270 where
processing logic reverts to the nominal packet size, thus
returning to the previous bandwidth utilization level prior to
instituting the instantaneous adjustment operation. Flow then
either ends or iterates as necessary by returning to block 250
where processing logic again evaluates the current backlog.

According to another embodiment, means for implement-
ing an I/O cycle skipping adjustment operation is employed.
According to one embodiment, the regulator 155 calculates
the amount of time, via the number of exemplary 50 ms
cycles, required to trigger the next /O cycle, according to
configured operational parameters. During ordinary opera-
tion (e.g., backlogs and latency metrics are within acceptable
parameters), the value is “1,” and thus, a new cycle is trig-
gered according to the configured cycle time. Thus, if the
exemplary cycle time was 100 ms, and the number of cycles
required is “1” then every 100 ms, a new 1/O cycle would be
triggered, and so forth, according to the configured cycle
time.

According to one embodiment, processing logic of the
regulator 155 evaluates for an excessive backlog, as deter-
mined according to another threshold, and upon the occur-
rence of such an event, the regulator 155 will start skipping
entire [/O cycles in an effort to clear any potential packet “log
jam” of data, by applying a greater number of cycles required
before the next I/O cycle is triggered. Thus, for an exemplary
50 ms cycle time, if the regulator changes the value of cycles
required to “3,” then 150 ms would have to pass (e.g., 3x
individual 50 ms cycles) before the next I/O cycle is triggered,
thus effectively slashing the I/O Pump’s operational capacity
by Y4, in such an example. The value of cycles required may
be manipulated according to a scale or other appropriate
criteria.

Evaluation ofthe backlog continues, during which time the
value of cycles required may continue to be manipulated. As
the evaluation ofthe backlog continues, when it is determined
that the backlog is reduced below and acceptable threshold,
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then the value of cycles required may be reverted to “1”
indicating normal operational parameters, and thus allowing
the I/O pump to return to its normal periodicity and thus,
bandwidth capacity in place before the /O cycle skipping
adjustment operation began.

Consider the exemplary flow as set forth by FIG. 2C,
depicting another method 202 for adapting bandwidth utili-
zation via the regulator’s 155 adaptation of the nominal
packet size, for example, by implementing an I/O cycle skip-
ping adjustment operation.

According to the flow, processing logic begins at block 275
for evaluating the current backlog according to an excessive
backlog threshold. A determination is made whether the
backlog exceeds an excessive backlog threshold. If “no,” then
flow returns to block 275 and iteratively cycles as needed such
that an I/O cycle skipping adjustment operation according to
the flow 202 may be initiated when and if the backlog does
exceed the excessive backlog threshold.

Conversely, if “yes,” the backlog as evaluated does exceed
the excessive backlog threshold, then flow advances to block
280 where processing logic increases the value of cycles
required before next /O cycle to reduce backlog by skipping
1/O cycles.

Flow then advances to block 285 where processing logic
continues to trigger I/O cycles according to the increased
value of cycles required. Thus, if a configured exemplary 50
ms cycle time is being utilized and the value is increased to,
for example, “5,” then the increased value of cycles required
operates as a multiplier against the configured cycle time,
causing 250 ms to pass in between the triggering of each
successive /O cycle, effectively “skipping” /O cycles
according to the configured 50 ms cycle time utilized under
normal operational parameters (e.g., backlog and latency,
etc., within acceptable levels).

Flow is then controlled by the next decision point in which
it is determined whether the backlog is below an acceptable
threshold. If “no,” then flow returns again to block 285 until
the backlog is reduced below an acceptable threshold. Alter-
natively, if “yes,” the backlog is reduced below the acceptable
threshold, then flow advances to block 290 where processing
logic resets the cycles required value to “1” thus returning
operation to normal parameters, for example, adhering to the
configured cycle time. Flow then either ends or iterates as
necessary by returning to block 275 where processing logic
again evaluates the current backlog according to an excessive
backlog threshold.

According to one embodiment, a reserved bandwidth cal-
culation is conducted by the regulator 155. According to such
an embodiment, the final packet size control determines
reserved bandwidth. According to one embodiment, the regu-
lator 155 calculates an exemplary 90% of the minimum
packet size used over the last exemplary four (4) seconds on
amoving basis. In one embodiment, adjustments and updates
are subjected to delay periods so as to minimize the number of
changes to reserved bandwidth in accordance with an accept-
able level.

According to the disclosed embodiments, retransmission
may occur for failed I/O cycles and may alternatively or
additionally occur for delayed I/O cycles. Since certain types
of'mediarequire lossless transmission, else their decoder may
crash or stall unacceptably, the /O Pump 150 must guarantee
that all packets are successtully transmitted both to and from
the remote computing device (such as a media server) in a
timely manner, so as to adhere to a lossless requirement.
Other media are more resilient, and while packet loss may
cause temporarily reduction in fidelity, blocking, noise,
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jumping, or other quality degrading effects, the loss of some
packets is not fatal and may be accepted so as to ensure, for
example, a lower latency.

There are two types of retransmission applied by the regu-
lator through the I/O pump: retransmission for failed /O
cycles and retransmission for delayed I/O cycles, each sup-
planting retransmission operations embodied by a conven-
tional TCP/IP protocol stack.

Regarding retransmission for failed /O cycles, it is envi-
sioned that every I/O cycle may fail in at least one of the two
following ways: (1) Failure in transmission, in which the [/O
cycle fails to transmit a request packet from the local com-
puting device to the remote computing device (e.g., from a
client to a server, or from a first peer to a remote peer); or (2)
a failure in the reception, in which the I/O cycle of the local
computing device successfully transmits the request packet
from the local to the remote computing device, but in which
the remote computing device fails to transmit the response
packet back to the local computing device.

Where a local computing device detects a failed /O cycle,
it assumes that the network failed to deliver the request packet
and will automatically retry. Because request packets are
automatically buffered on the local computing device’s stack,
retrying is a simple operation, and if indeed the 1/O failure is
due to a transmission failure, the re-try from the local com-
puting device will directly correct the issue. Conversely, if the
failure is a reception failure at the remote computing device,
then according to one embodiment, the remote computing
device is configured to ignore the contents of the request
packet and simply return a copy of the response packet for the
retried request. Such functionality may be facilitated by
optional implementation of a cooperative user packet store on
the remote computing device. A capable remote computing
device must therefore implement the user packet store
according to such an embodiment for this aspect of retry
functionality specifically for address reception failures. Oth-
erwise, a reception failure will simply cause a retry from the
local computing device in which the remote device may even-
tually respond to both requests, one of which may be ignored
at the local device, or in which the remote device implements
its own non-cooperative functionality to ignore redundant
request packets.

When utilized at a remote computing device, a user packet
store records or stores a history of all request packets already
received, and further, maintains a copy of all response pack-
ets, maintaining at least a recent sub-set of such response
packets such that one may be re-sent in the event of a recep-
tion failure when returning a response packet from the remote
computing device to the local computing device. In an alter-
native embodiment, response packets are stored via the user
packet store at a remote computing device until an acknowl-
edgement is received. Such acknowledgements are provided
in the request packets via an ‘exchange header’ which pro-
vides this overhead logistics information to be exchanged
between the local and remote computing devices.

According to one embodiment, the exchange header for
request packets has a different format than the exchange
header for response packets. In such an embodiment, the
exchange header for request packets has a recently unique
identifier called ‘request index’ which is used to identify both
request packets as well as response packets. In one embodi-
ment, a local computing device acknowledges receipt of
response packets from the remote computing device by
including the indices of these packets in the exchange header
for a request packet. Such an exchange header for a request
packet may contain 0, 1, 2, etc., such acknowledgements,
depending on the number of acknowledgements on hand.
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When the acknowledgements are received by the remote
computing device, they are processed to remove previously
sent response packets from the user packet store. In such a
way, the acknowledgement mechanism of the TCP/IP stack is
also optionally supplanted by the functionality instituted by
the 1/O pump.

According to the described embodiments, retransmission
for delayed I/O cycles may also be implemented supplanting
retransmission functionality utilized by the TCP/IP protocol
stack. According to one embodiment, any given /O cycle
may be delayed in at least two different ways: (1) failure in
transmission, in which the /O cycle failed to transmit a
request packet from the local computing device to the remote
computing device within a reasonable amount of time accord-
ing to configured thresholds; and (2) failure in reception, in
which the I/O cycle successfully and promptly transmitted
the request packet, but in which the remote computing device
fails to responsively transmit back the corresponding
response packet to the local computing device in a reasonable
amount of time according to configured thresholds (e.g., tim-
eouts, etc.).

When a delayed 1/O cycle condition is determined by the
regulator evaluating for anticipated and acceptable response
times, the trigger 170 will be caused to generate a duplicate of
the original exchange task 163, in turn causing a duplicated
request packet 199 to be sent it in place of normal outbound
traffic, for example, out of turn in certain embodiments, in
which the duplicated task is prioritized greater than existing
tasks or prioritized above all other tasks, etc. If the delayed
1/0O cycle condition was the result of a failure in transmission
from the local computing device to the remote computing
device, then the duplicated request packet 199 may or may not
be received before the original request packet is received by
the remote computing device.

Whichever among the original request packet 199 or the
duplicated request packet 199 is the first to arrive will be
processed first, causing the remote computing device to
responsively produce a response packet, with the later arriv-
ing packet triggering the return of a duplicate of the response
packet from the remote computing device which will be
ignored by the local computing device, assuming it is
received last at the local computing device, else the initial
packet, now redundant, will be ignored as the late and dupli-
cate response packet arrival.

According to one embodiment, a clock synchronization
module, or a clock synchronization function of the regulator
provides sufficient alignment between the local computing
device and the remote computing device to carry out the
above described calculations and methodologies. Synchroni-
zation need not be precise, however, and likely will exhibit
systemic yet consistent error. Where clock synchronization
lacks precision, yet provides a fairly constant degree of error,
an offset or correction may be applied so as to carryout the
necessary calculations. For example, arrival time for a remote
computing device will always be evaluated as greater than a
transmit time from a local computing device, and will
adjusted if necessary such that such an evaluation is forced to
be true. Then the consistent and systemic error, if any, will be
exploited for the remainder of a session on the assumption
that a remote computing device’s clock is not varying wildly
over time, but rater, is advancing at a predictable rate, regard-
less of its reported absolute value. For instance, where a
reported time from the remote computing device is deter-
mined to be off by an exemplary 30 ms in either direction,
then it is assumed that such an error will be maintained for the
duration of a session, thus rendering a degree of error wholly
inconsequential.
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The regulator 155 may conduct evaluation with on the basis
of varying latency, and not variations in reported time of a
remote computing device. Should a clock of a remote com-
puting device be determined as varying on an ongoing basis
(e.g., due to clock “drift”), then the clock synchronization
may be iteratively performed throughout a session to update
an applied offset correction.

According to one embodiment, clock synchronization cal-
culates a bias based on feasibility tests and adds the bias to the
client’s clock, that is, the bias is added to the time reported by
the local computing device operating in the role of a client or
peer. According to one embodiment, the feasibility tests pro-
duce a minimum feasible bias, and a maximum feasible bias.
If the current bias is less than the minimum feasible bias, it is
set as the minimum feasible bias. Conversely, if the current
bias is greater than the maximum feasible bias, it is set as the
maximum feasible bias. Based on the direction of the clock
drift between the local computing device and the remote
computing device, clock synchronizer will tend to use only
one of these adjustments by either periodically increasing the
bias, or periodically decreasing the bias. The degree of error
will be reflected in the minimal latencies seen in the to and
from (e.g., outgoing and incoming) exchanges with a remote
computing device. In one such embodiment, outbound
latency will always appear to be near zero and inbound
latency will always be close to a total round-trip latency,
while in other embodiments, outbound latency will always
appear to be close to round-trip latency and inbound latency
will always appear to be close to zero, thus resulting in a
degree of error which is generally expected to be fairly con-
stant for a user’s entire session.

According to certain embodiments, potential bandwidth is
never explicitly measured by the regulator 155, rather, it is
presumed that nominal bandwidths are less than or equal to
potential throughput of the transport network, such as the
potential throughput of the public Internet given the origina-
tion and termination points, the paths established, and the
pertinent operational characteristics of the public Internet at
the time of transmission, many of such operational character-
istics being wholly outside the scope of control enjoyed by the
application 180A, the /O pump, or the local computing
device generally. Accordingly, the regulator may not be aware
of potential throughput in excess of the throughput actually
attempted during a session. Thus, it may be unknowable by
the regulator whether 1-Mbps of potential throughput exists,
if the regulator never attempts transmissions at, for example,
a rate of more than an exemplary 200 Kbps. The regulator
may, however, benefit from knowledge of whether or not
higher potential bandwidth levels are available, regardless of
whether or not they have been affirmatively attempted.

According to one embodiment, the regulator initiates trans-
mission of ‘garbage data,” or data which is not requested or
required by the application 180A. Such garbage data may be
utilized to scout out or investigate whether higher bandwidth
levels exist. Such garbage data may be random and low-
priority data that is used as filler when a maximum packet size
is less than a current capacity of the packet according to
nominal packet size controlling or affecting request and
response packet sizes. Such garbage data may be limited in
various ways to reduce negative impacts to the network and
user experience, such as limiting transmit times, transmit
amounts, and the recurring rate for transmitting such garbage
data.

According to one embodiment, bandwidth measurements
are determined based on the number of bits transmitted over
a particular timeframe, divided by the timeframe. Where dis-
crete /O cycles are measured over small timeframes, the
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results may exhibit high variability, whereas measurements
over longer timeframes will be smoother over time and thus
exhibit less variability. For this reason, bandwidth measure-
ments may be reported with a timeframe over which the
measurement occurred in certain embodiments, which pro-
vides a measure of confidence or appropriateness of the
reported bandwidth measurement.

FIG. 3A depicts an alternative exemplary architectural
overview 300 of the environment in which embodiments may
operate. In particular, there are depicted multiple customer
organizations 305A, 305B, and 305C. Obviously, there may
be many more customer organizations than those depicted. In
the depicted embodiment, each of the customer organizations
305A-C includes at least one client device 306A, 3068, and
306C. A user may be associated with such a client device, and
may further initiate requests to the host organization 310
which is connected with the various customer organizations
305A-C and client devices 306A-C via network 325 (e.g.,
such as via the public Internet).

According to one embodiment, the client devices 306 A-C
each include an I/O pump and regulator 307 in support of the
various methodologies described herein. The client devices
306 A-C each individually transmit request packets 315 to the
remote host organization 310 via the network 325. The host
organization 310 may responsively send response packets
316 to the originating customer organization to be received
via the respective client devices 306 A-C and their supporting
1/O pump and regulators 307.

Within host organization 310 is a request interface 375
which receives the request packets requests 315 and other
requests from the client devices 306A-C and facilitates the
return of response packets 316. Further depicted is a query
interface 380 which operates to query database 350 in fulfill-
ment of such request packets from the client devices 306 A-C.
Server side application 385 may operate cooperatively with a
real-time or low latency application at the various client
devices 306A-C.

FIG. 4 is a flow diagram illustrating another method 400 in
accordance with disclosed embodiments. Method 400 may be
performed by processing logic that may include hardware
(e.g., circuitry, dedicated logic, programmable logic, micro-
code, etc.), software (e.g., instructions run on a processing
device to perform various operations such transmitting, send-
ing, receiving, monitoring, recording, updating, calculating,
etc., in pursuance of the systems, apparatuses, and methods
for implementing a slipstream bandwidth management algo-
rithm, as described herein. For example, local computing
device 105 of FIG. 1 may implement the described method-
ologies. Some of the blocks and/or operations listed below are
optional in accordance with certain embodiments. The num-
bering of the blocks presented is for the sake of clarity and is
not intended to prescribe an order of operations in which the
various blocks must occur.

Atblock 405, processing logic executes an application at a
computing device, in which the application is to communi-
cate with a remote computing device over a public Internet.

At block 410, processing logic approximates outgoing
bandwidth for communications from the computing device to
the remote computing device.

At block 415, processing logic approximates incoming
bandwidth for communications received at the computing
device from the remote computing device.

block 420, processing logic allocates multiple simulta-
neous Transmission Control Protocol (TCP) connections in
support ofthe application based at least in part on the approxi-
mated outgoing bandwidth and based further on the approxi-
mated incoming bandwidth.
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block 425, processing logic iteratively adjusts bandwidth
communicated for the application between the computing
device and the remote computing device based at least in part
on latency between the computing device and the remote
computing device.

According to another embodiment of the method 400, the
application includes one or more of the following application
types: a real-time communications application; a low latency
communications application; a Voice over Internet Protocol
(VoIP) application; an audio streaming application; a video
streaming application; a bi-directional audio streaming appli-
cation; a video streaming application; a screen sharing appli-
cation; and a web-cam audio/video application.

According to another embodiment of the method 400,
iteratively adjusting bandwidth communicated for the appli-
cation includes: iteratively adjusting a nominal packet size for
data packets communicated in support of the application
between the computing device and the remote computing
device based at least in part on latency between the computing
device and the remote computing device.

According to another embodiment of the method 400,
iteratively adjusting bandwidth communicated for the appli-
cation includes applying one or more of the following adjust-
ments to the bandwidth communicated for the application: (i)
applying a slow adjustment operation; (ii) applying an instan-
taneous adjustment operation; and (iii) applying an Input/
Output (1/0) cycle skipping adjustment operation.

According to another embodiment of the method 400,
iteratively adjusting bandwidth communicated for the appli-
cation includes applying a slow adjustment having the fol-
lowing operations: sending a request packet from the com-
puting device to a remote computing device; calculating
anticipated arrival time for a response packet from the remote
computing device corresponding to the request packet sent;
receiving the response packet corresponding to the request
packet sent; determining whether the response packet arrived
on time; and applying an adjustment to bandwidth commu-
nicated for the application based on whether the response
packet arrived on time.

According to another embodiment of the method 400,
applying an adjustment to the bandwidth communicated for
the application based on whether the response packet arrived
on time includes: modifying a nominal packet size affecting
the bandwidth communicated for the application; in which
outgoing bandwidth for the application constitutes sending
request packets from the computing device to the remote
computing device, the request packets having a request
packet size based on the nominal packet size; and in which
incoming bandwidth for the application constitutes receiving
response packets from the remote computing device respon-
sive to request packets sent from the computing device, the
response packets having a response packet size based on the
nominal packet size.

According to another embodiment of the method 400,
applying an adjustment to bandwidth communicated for the
application based on whether the response packet arrived on
time, includes: forcing a reduction to the bandwidth commu-
nicated for the application when the response packet is deter-
mined to have arrived after the anticipated arrival time.

According to another embodiment of the method 400, forc-
ing the reduction to the bandwidth communicated for the
application further includes resetting a threshold delay for a
next a reduction to the bandwidth communicated for the
application, in which the threshold delay prohibits further
reduction to the bandwidth communicated until the threshold
delay elapses.
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According to another embodiment of the method 400,
applying an adjustment to bandwidth communicated for the
application based on whether the response packet arrived on
time, includes: increasing the bandwidth communicated for
the application when the response packet is determined to
have arrived on time according to the anticipated arrival time.

According to another embodiment of the method 400,
increasing the bandwidth communicated for the application
when the response packet is determined to have arrived on
time according to the anticipated arrival time, includes: cal-
culating a confidence factor according to historic bandwidth
increase successes; and applying the confidence factor as a
multiplier for increasing the bandwidth communicated for the
application by at least a portion.

According to another embodiment of the method 400, the
confidence factor is affected by at least one of the following:
(1) in which the confidence factor increases based on a ratio of
the historic bandwidth increase successes to historic band-
width increase failures exceeding a threshold; (ii) in which
the confidence factor decreases based on aratio of the historic
bandwidth increase failures exceeding historic bandwidth
increase increases; (iii) in which the confidence factor
increases based on the bandwidth communicated for the
application being in effect for the application for an aggregate
time period above a threshold time; (iv) in which the confi-
dence factor decreases based on the bandwidth communi-
cated for the application yet to have been successful at a rate
above a present rate; (v) in which the confidence factor
increases based on a total quantity of historic bandwidth
increase successes; and (vi) in which the confidence factor
decreases based on a total quantity of historic bandwidth
increase failures.

According to another embodiment of the method 400,
applying the confidence factor as a multiplier for increasing
the bandwidth communicated for the application by at least a
portion, includes: applying the confidence factor as a multi-
plier to a nominal packet size affecting the bandwidth com-
municated for the application yielding a new nominal packet
size; and adopting the new nominal packet size causing the
bandwidth communicated for the application to increase by at
least a portion.

According to another embodiment of the method 400,
iteratively adjusting bandwidth communicated for the appli-
cation includes applying an instantaneous adjustment having
the following operations: evaluating a backlog of request
packets awaiting transmission from the computing device to
the remote computing device; determining whether the back-
log of request packets exceeds a threshold; applying a tem-
porary reduction to packet sizes constituting the bandwidth
communicated for the application until the backlog is deter-
mined to fall below a threshold; and removing the temporary
reduction.

According to another embodiment of the method 400,
applying the temporary reduction to packet sizes constituting
the bandwidth communicated for the application includes:
retrieving a reduction value based on an extent the backlog is
evaluated to exceed the threshold; applying the reduction
value to a nominal packet size to generate a modulated nomi-
nal packet size; and adopting the modulated nominal packet
size to effect an instantaneous reduction in the bandwidth
communicated for the application.

According to another embodiment of the method 400,
applying the reduction value to the nominal packet size to
generate the modulated nominal packet size includes: tempo-
rarily adopting the modulated nominal packet size in place of
the nominal packet size, the modulated nominal packet size
affecting the bandwidth communicated for the application for
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the duration of its temporary adoption; in which outgoing
bandwidth for the application constitutes sending request
packets from the computing device to the remote computing
device, the request packets having a request packet size based
onthe modulated nominal packet size; and in which incoming
bandwidth for the application constitutes receiving response
packets from the remote computing device responsive to
request packets sent from the computing device, the response
packets having a response packet size based on the modulated
nominal packet size.

According to another embodiment of the method 400,
retrieving the reduction value based on an extent the backlog
is evaluated to exceed the threshold includes one of: (i)
retrieving reduction values of 25%, 50%, 75%, or 100%
based on whether the backlog exceeds one of a plurality of
tiered thresholds, each corresponding to one of the reduction
values; (ii) retrieving reduction values of 25%, 50%, 75%, or
100% based on a quantity of request packets awaiting trans-
mission from the computing device to the remote computing
device presently queued; or (iii) retrieving reduction values of
25%, 50%, 75%, or 100% based on a ratio of queued request
packets awaiting transmission to a quantity of previously
transmitted request packets over a fixed period of time pre-
ceding the evaluation; and in which the method further
includes: multiplying the reduction value retrieved against
the nominal packet size to yield the modulated nominal
packet size.

According to another embodiment of the method 400,
removing the temporary reduction includes: iteratively evalu-
ating whether the backlog remains above the threshold; and
reverting to the nominal packet size in effect before the
instantaneous adjustment when the backlog is determined to
have fallen below the threshold.

According to another embodiment of the method 400,
iteratively adjusting bandwidth communicated for the appli-
cation includes applying an Input/Output (I/O) cycle skipping
adjustment having the following operations: evaluating a
backlog of request packets awaiting transmission from the
computing device to the remote computing device; determin-
ing whether the backlog of request packets exceeds a thresh-
old; and skipping Input/Output (I/O) transmissions cycles of
request packets from the computing device to the remote
computing device effecting a reduction in the bandwidth
communicated for the application until the backlog is deter-
mined to fall below a threshold.

According to another embodiment of the method 400, skip-
ping the I/O transmissions cycles of request packets from the
computing device to the remote computing device includes:
retrieving a configured value for time between 1/O transmis-
sion cycles; modifying a quantity of cycles required between
1/0 cycles from a default of “1” to an integer greater than “1;”
multiplying the modified quantity of cycles required between
1/0 cycles by the configured time value for time between I/O
transmission cycles to yield an I/O transmission cycle skip-
ping time; and triggering new /O cycles for transmitting
request packets from the computing device to the remote
computing device according to the /O transmission cycle
skipping time, in which the I/O transmission cycle skipping
time is an integer multiple of the configured value for time
between I/O transmission cycles.

According to another embodiment of the method 400, the
method further includes: iteratively evaluating whether the
backlog remains above the threshold; and reverting from an
1/O transmission cycle skipping time effecting the skipping of
the I/O transmissions cycles of request packets to the config-
ured value for time between I/O transmission cycles when the
backlog is determined to have fallen below the threshold.
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According to another embodiment of the method 400, allo-
cating multiple simultaneous Transmission Control Protocol
(TCP) connections in support of the application includes:
creating a plurality of TCP connections in a connection pool,
the plurality of TCP connections dedicated exclusively to
supporting the bandwidth communicated for the application
and available to no other application executing at the com-
puting device.

According to another embodiment of the method 400, allo-
cating multiple simultaneous Transmission Control Protocol
(TCP) connections in support of the application includes each
of the multiple simultaneous TCP connections having one of
the following enumerated states: a closed state indicating the
TCP connection to the remote computing device is currently
closed; a busy state indicating the TCP connection to the
remote computing device is open, but is currently in use and
awaiting a reply from the remote computing device; and an
available state indicating the TCP connection to the remote
computing device is open, is not in use, and is immediately
available for use.

According to another embodiment of the method 400, the
method 400 further includes: opening one or more of the
simultaneous TCP connections when there are TCP connec-
tions in the closed state; and dynamically allocating addi-
tional simultaneous TCP connections in support of the appli-
cation when all of the multiple simultanecous TCP
connections are in the busy state, and when none of the
multiple simultaneous TCP connections are in the available
state, and when none of the multiple simultaneous TCP con-
nections are in the closed state.

According to another embodiment of the method 400, the
method 400 further includes: pre-allocating a minimum plu-
rality of multiple simultaneous TCP connections in support of
the application at an initiation phase according to a minimum
simultaneous TCP connection threshold; and in which
dynamically allocating additional simultaneous TCP connec-
tions in support of the application is restricted by a maximum
simultaneous TCP connection threshold.

According to one embodiment, there is a non-transitory
computer readable storage medium having instructions
stored thereon that, when executed by a processor in a com-
puting device, the instructions cause the computing device to
perform operations comprising: executing an application at
the computing device, the application to communicate with a
remote computing device over a public Internet; approximat-
ing outgoing bandwidth for communications from the com-
puting device to the remote computing device; approximating
incoming bandwidth for communications received at the
computing device from the remote computing device; allo-
cating multiple simultaneous Transmission Control Protocol
(TCP) connections in support of the application based at least
in part on the approximated outgoing bandwidth and based
further on the approximated incoming bandwidth; and itera-
tively adjusting a nominal packet size for data packets com-
municated in support of the application between the comput-
ing device and the remote computing device based at least in
part on latency between the computing device and the remote
computing device.

In another embodiment of the non-transitory computer
readable storage medium, iteratively adjusting bandwidth
communicated for the application includes applying one or
more of the following adjustments to the bandwidth commu-
nicated for the application: (i) applying a slow adjustment
operation; (ii) applying an instantaneous adjustment opera-
tion; and (iii) applying an Input/Output (I/O) cycle skipping
adjustment operation.
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In another embodiment of the non-transitory computer
readable storage medium, iteratively adjusting bandwidth
communicated for the application includes iteratively adjust-
ing a nominal packet size for data packets communicated in
support of the application between the computing device and
the remote computing device based at least in part on latency
between the computing device and the remote computing
device; in which outgoing bandwidth for the application con-
stitutes sending request packets from the computing device to
the remote computing device, the request packets having a
request packet size based on the nominal packet size; and
further in which incoming bandwidth for the application con-
stitutes receiving response packets from the remote comput-
ing device responsive to request packets sent from the com-
puting device, the response packets having a response packet
size based on the nominal packet size.

FIG. 5 illustrates a diagrammatic representation of a
machine 500 in the exemplary form of a computer system, in
accordance with one embodiment, within which a set of
instructions, for causing the machine/computer system 500 to
perform any one or more of the methodologies discussed
herein, may be executed. In alternative embodiments, the
machine may be connected (e.g., networked) to other
machines in a Local Area Network (LAN), an intranet, an
extranet, or the public Internet. The machine may operate in
the capacity of a server or a client machine in a client-server
network environment, as a peer machine in a peer-to-peer (or
distributed) network environment, as a server or series of
servers within an on-demand service environment. Certain
embodiments of the machine may be in the form of a personal
computer (PC), a tablet PC, a set-top box (STB), a Personal
Digital Assistant (PDA), a cellular telephone, a web appli-
ance, a server, a network router, switch or bridge, computing
system, or any machine capable of executing a set of instruc-
tions (sequential or otherwise) that specify actions to be taken
by that machine. Further, while only a single machine is
illustrated, the term “machine” shall also be taken to include
any collection of machines (e.g., computers) that individually
or jointly execute a set (or multiple sets) of instructions to
perform any one or more of the methodologies discussed
herein.

The exemplary computer system 500 includes a processor
502, a main memory 504 (e.g., read-only memory (ROM),
flash memory, dynamic random access memory (DRAM)
such as synchronous DRAM (SDRAM) or Rambus DRAM
(RDRAM), etc., static memory such as flash memory, static
random access memory (SRAM), volatile but high-data rate
RAM, etc.), and a secondary memory 518 (e.g., a persistent
storage device including hard disk drives and a persistent
database and/or a multi-tenant database implementation),
which communicate with each other via a bus 530. Main
memory 504 includes an I/O pump 524, a trigger 525, and a
regulator 523. Main memory 504 and its sub-elements are
operable in conjunction with processing logic 526 and pro-
cessor 502 to perform the methodologies discussed herein.

Processor 502 represents one or more general-purpose pro-
cessing devices such as a microprocessor, central processing
unit, or the like. More particularly, the processor 502 may be
a complex instruction set computing (CISC) microprocessor,
reduced instruction set computing (RISC) microprocessor,
very long instruction word (VLIW) microprocessor, proces-
sor implementing other instruction sets, or processors imple-
menting a combination of instruction sets. Processor 502 may
also be one or more special-purpose processing devices such
as an application specific integrated circuit (ASIC), a field
programmable gate array (FPGA), a digital signal processor
(DSP), network processor, or the like. Processor 502 is con-
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figured to execute the processing logic 526 for performing the
operations and functionality which is discussed herein.

The computer system 500 may further include a network
interface card 508. The computer system 500 also may
include a user interface 510 (such as a video display unit, a
liquid crystal display (LCD), or a cathode ray tube (CRT)), an
alphanumeric input device 512 (e.g., a keyboard), a cursor
control device 514 (e.g., a mouse), and a signal generation
device 516 (e.g., an integrated speaker). The computer system
500 may further include peripheral device 536 (e.g., wireless
or wired communication devices, memory devices, storage
devices, audio processing devices, video processing devices,
etc.).

The secondary memory 518 may include a non-transitory
machine-readable or computer readable storage medium 531
on which is stored one or more sets of instructions (e.g.,
software 522) embodying any one or more of the methodolo-
gies or functions described herein. The software 522 may also
reside, completely or at least partially, within the main
memory 504 and/or within the processor 502 during execu-
tion thereof by the computer system 500, the main memory
504 and the processor 502 also constituting machine-readable
storage media. The software 522 may further be transmitted
or received over a network 520 via the network interface card
508.

FIG. 6 illustrates a block diagram of an example of an
environment 610 in which an on-demand database service
might be used. Environment 610 may include user systems
612, network 614, system 616, processor system 617, appli-
cation platform 618, network interface 620, tenant data stor-
age 622, system data storage 624, program code 626, and
process space 628. In other embodiments, environment 610
may not have all of the components listed and/or may have
other elements instead of, or in addition to, those listed above.

Environment 610 is an environment in which an on-de-
mand database service exists. User system 612 may be any
machine or system that is used by a user to access a database
user system. For example, any of user systems 612 can be a
handheld computing device, a mobile phone, a laptop com-
puter, a work station, and/or a network of computing devices.
As illustrated in FIG. 6 (and in more detail in FIG. 7) user
systems 612 might interact via a network 614 with an on-
demand database service, which is system 616.

An on-demand database service, such as system 616, is a
database system that is made available to outside users that do
not need to necessarily be concerned with building and/or
maintaining the database system, but instead may be available
for their use when the users need the database system (e.g., on
the demand of the users). Some on-demand database services
may store information from one or more tenants stored into
tables of a common database image to form a multi-tenant
database system (MTS). Accordingly, “on-demand database
service 616” and “system 616 is used interchangeably
herein. A database image may include one or more database
objects. A relational database management system (RDMS)
or the equivalent may execute storage and retrieval of infor-
mation against the database object(s). Application platform
618 may be a framework that allows the applications of sys-
tem 616 to run, such as the hardware and/or software, e.g., the
operating system. In an embodiment, on-demand database
service 616 may include an application platform 618 that
enables creation, managing and executing one or more appli-
cations developed by the provider of the on-demand database
service, users accessing the on-demand database service via
user systems 612, or third party application developers
accessing the on-demand database service via user systems
612.
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The users of user systems 612 may differ in their respective
capacities, and the capacity of a particular user system 612
might be entirely determined by permissions (permission
levels) for the current user. For example, where a salesperson
is using a particular user system 612 to interact with system
616, that user system has the capacities allotted to that sales-
person. However, while an administrator is using that user
system to interact with system 616, that user system has the
capacities allotted to that administrator. In systems with a
hierarchical role model, users at one permission level may
have access to applications, data, and database information
accessible by a lower permission level user, but may not have
access to certain applications, database information, and data
accessible by a user at a higher permission level. Thus, dif-
ferent users will have different capabilities with regard to
accessing and modifying application and database informa-
tion, depending on a user’s security or permission level.

Network 614 is any network or combination of networks of
devices that communicate with one another. For example,
network 614 can be any one or any combination of a LAN
(local area network), WAN (wide area network), telephone
network, wireless network, point-to-point network, star net-
work, token ring network, hub network, or other appropriate
configuration. As the most common type of computer net-
work in current use is a TCP/IP (Transter Control Protocol
and Internet Protocol) network, such as the global internet-
work of networks often referred to as the “Internet” with a
capital “1,” that network will be used in many of the examples
herein. However, it is understood that the networks that the
claimed embodiments may utilize are not so limited, although
TCP/IP is a frequently implemented protocol.

User systems 612 might communicate with system 616
using TCP/IP and, at a higher network level, use other com-
mon Internet protocols to communicate, such as HT'TP, FTP,
AFS, WAP, etc. In an example where HTTP is used, user
system 612 might include an HTTP client commonly referred
to as a “browser” for sending and receiving HTTP messages
to and from an HTTP server at system 616. Such an HTTP
server might be implemented as the sole network interface
between system 616 and network 614, but other techniques
might be used as well or instead. In some implementations,
the interface between system 616 and network 614 includes
load sharing functionality, such as round-robin HTTP request
distributors to balance loads and distribute incoming HTTP
requests evenly over a plurality of servers. At least as for the
users that are accessing that server, each of the plurality of
servers has access to the MTS' data; however, other alterna-
tive configurations may be used instead.

In one embodiment, system 616, shown in FIG. 6, imple-
ments a web-based customer relationship management
(CRM) system. For example, in one embodiment, system 616
includes application servers configured to implement and
execute CRM software applications as well as provide related
data, code, forms, webpages and other information to and
from user systems 612 and to store to, and retrieve from, a
database system related data, objects, and Webpage content.
With a multi-tenant system, data for multiple tenants may be
stored in the same physical database object, however, tenant
data typically is arranged so that data of one tenant is kept
logically separate from that of other tenants so that one tenant
does not have access to another tenant’s data, unless such data
is expressly shared. In certain embodiments, system 616
implements applications other than, or in addition to, a CRM
application. For example, system 616 may provide tenant
access to multiple hosted (standard and custom) applications,
including a CRM application. User (or third party developer)
applications, which may or may not include CRM, may be
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supported by the application platform 618, which manages
creation, storage of the applications into one or more database
objects and executing of the applications in a virtual machine
in the process space of the system 616.

One arrangement for elements of system 616 is shown in
FIG. 6, including a network interface 620, application plat-
form 618, tenant data storage 622 for tenant data 623, system
data storage 624 for system data 625 accessible to system 616
and possibly multiple tenants, program code 626 for imple-
menting various functions of system 616, and a process space
628 for executing MTS system processes and tenant-specific
processes, such as running applications as part of an applica-
tion hosting service. Additional processes that may execute
on system 616 include database indexing processes.

Several elements in the system shown in FIG. 6 include
conventional, well-known elements that are explained only
briefly here. For example, each user system 612 may include
a desktop personal computer, workstation, laptop, PDA, cell
phone, or any wireless access protocol (WAP) enabled device
or any other computing device capable of interfacing directly
or indirectly to the Internet or other network connection. User
system 612 typically runs an HTTP client, e.g., a browsing
program, such as Microsoft’s Internet Explorer browser,
Netscape’s Navigator browser, Opera’s browser, or a WAP-
enabled browser in the case of a cell phone, PDA or other
wireless device, or the like, allowing a user (e.g., subscriber of
the multi-tenant database system) of user system 612 to
access, process and view information, pages and applications
available to it from system 616 over network 614. Each user
system 612 also typically includes one or more user interface
devices, such as a keyboard, a mouse, trackball, touch pad,
touch screen, pen or the like, for interacting with a graphical
user interface (GUI) provided by the browser on a display
(e.g., amonitor screen, LCD display, etc.) in conjunction with
pages, forms, applications and other information provided by
system 616 or other systems or servers. For example, the user
interface device can be used to access data and applications
hosted by system 616, and to perform searches on stored data,
and otherwise allow a user to interact with various GUI pages
that may be presented to a user. As discussed above, embodi-
ments are suitable for use with the Internet, which refers to a
specific global internetwork of networks. However, it is
understood that other networks can be used instead of the
Internet, such as an intranet, an extranet, a virtual private
network (VPN), a non-TCP/IP based network, any LAN or
WAN or the like.

According to one embodiment, each user system 612 and
all of its components are operator configurable using appli-
cations, such as a browser, including computer code run using
a central processing unit such as an Intel Pentium® processor
orthe like. Similarly, system 616 (and additional instances of
an MTS, where more than one is present) and all of their
components might be operator configurable using applica-
tion(s) including computer code to run using a central pro-
cessing unit such as processor system 617, which may include
an Intel Pentium® processor or the like, and/or multiple pro-
Cessor units.

According to one embodiment, each system 616 is config-
ured to provide webpages, forms, applications, data and
media content to user (client) systems 612 to support the
access by user systems 612 as tenants of system 616. As such,
system 616 provides security mechanisms to keep each ten-
ant’s data separate unless the data is shared. If more than one
MTS is used, they may be located in close proximity to one
another (e.g., in a server farm located in a single building or
campus), or they may be distributed at locations remote from
one another (e.g., one or more servers located in city A and
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one or more servers located in city B). As used herein, each
MTS may include one or more logically and/or physically
connected servers distributed locally or across one or more
geographic locations. Additionally, the term “server” is
meant to include a computer system, including processing
hardware and process space(s), and an associated storage
system and database application (e.g., OODBMS or
RDBMS) as is well known in the art. It is understood that
“server system” and “server” are often used interchangeably
herein. Similarly, the database object described herein can be
implemented as single databases, a distributed database, a
collection of distributed databases, a database with redundant
online or offline backups or other redundancies, etc., and
might include a distributed database or storage network and
associated processing intelligence.

FIG. 7 illustrates a block diagram of an embodiment of
elements of FIG. 6 and various possible interconnections
between these elements. FIG. 7 also illustrates environment
610. However, in FIG. 7, the elements of system 616 and
various interconnections in an embodiment are further illus-
trated. FIG. 7 shows that user system 612 may include a
processor system 612A, memory system 612B, input system
612C, and output system 612D. FIG. 7 shows network 614
and system 616. FIG. 7 also shows that system 616 may
include tenant data storage 622, tenant data 623, system data
storage 624, system data 625, User Interface (UI) 730, Appli-
cation Program Interface (API) 732, PL/SOQL 734, save
routines 736, application setup mechanism 738, applications
servers 700,-700,, system process space 702, tenant process
spaces 704, tenant management process space 710, tenant
storage area 712, user storage 714, and application metadata
716. In other embodiments, environment 610 may not have
the same elements as those listed above and/or may have other
elements instead of, or in addition to, those listed above.

User system 612, network 614, system 616, tenant data
storage 622, and system data storage 624 were discussed
above in FIG. 6. As shown by FIG. 7, system 616 may include
a network interface 620 (of FIG. 6) implemented as a set of
HTTP application servers 700, an application platform 618,
tenant data storage 622, and system data storage 624. Also
shown is system process space 702, including individual ten-
ant process spaces 704 and a tenant management process
space 710. Each application server 700 may be configured to
tenant data storage 622 and the tenant data 623 therein, and
system data storage 624 and the system data 625 therein to
serve requests of user systems 612. The tenant data 623 might
be divided into individual tenant storage areas 712, which can
be either a physical arrangement and/or a logical arrangement
of'data. Within each tenant storage area 712, user storage 714
and application metadata 716 might be similarly allocated for
each user. For example, a copy of a user’s most recently used
(MRU) items might be stored to user storage 714. Similarly,
acopy of MRU items for an entire organization that is a tenant
might be stored to tenant storage area 712. A UI 730 provides
a user interface and an API 732 provides an application pro-
grammer interface to system 616 resident processes to users
and/or developers at user systems 612. The tenant data and the
system data may be stored in various databases, such as one or
more Oracle™ databases.

Application platform 618 includes an application setup
mechanism 738 that supports application developers’ cre-
ation and management of applications, which may be saved as
metadata into tenant data storage 622 by save routines 736 for
execution by subscribers as one or more tenant process spaces
704 managed by tenant management process space 710 for
example. Invocations to such applications may be coded
using PL/SOQL 734 that provides a programming language
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style interface extension to API 732. Invocations to applica-
tions may be detected by one or more system processes,
which manages retrieving application metadata 716 for the
subscriber making the invocation and executing the metadata
as an application in a virtual machine.

Each application server 700 may be communicably
coupled to database systems, e.g., having access to system
data 625 and tenant data 623, via a different network connec-
tion. For example, one application server 700, might be
coupled via the network 614 (e.g., the Internet), another appli-
cation server 700,, , might be coupled via a direct network
link, and another application server 700, might be coupled by
yet a different network connection. Transfer Control Protocol
and Internet Protocol (TCP/IP) are typical protocols for com-
municating between application servers 700 and the database
system. However, it will be apparent to one skilled in the art
that other transport protocols may be used to optimize the
system depending on the network interconnect used.

In certain embodiments, each application server 700 is
configured to handle requests for any user associated with any
organization that is a tenant. Because it is desirable to be able
to add and remove application servers from the server pool at
any time for any reason, there is preferably no server affinity
for a user and/or organization to a specific application server
700. In one embodiment, therefore, an interface system
implementing a load balancing function (e.g., an F5 Big-IP
load balancer) is communicably coupled between the appli-
cation servers 700 and the user systems 612 to distribute
requests to the application servers 700. In one embodiment,
the load balancer uses a least connections algorithm to route
user requests to the application servers 700. Other examples
of load balancing algorithms, such as round robin and
observed response time, also can be used. For example, in
certain embodiments, three consecutive requests from the
same user may hit three different application servers 700, and
three requests from different users may hit the same applica-
tion server 700. In this manner, system 616 is multi-tenant, in
which system 616 handles storage of, and access to, different
objects, data and applications across disparate users and orga-
nizations.

As an example of storage, one tenant might be a company
that employs a sales force where each salesperson uses sys-
tem 616 to manage their sales process. Thus, a user might
maintain contact data, leads data, customer follow-up data,
performance data, goals and progress data, etc., all applicable
to that user’s personal sales process (e.g., in tenant data stor-
age 622). In an example of a MTS arrangement, since all of
the data and the applications to access, view, modify, report,
transmit, calculate, etc., can be maintained and accessed by a
user system having nothing more than network access, the
user can manage his or her sales efforts and cycles from any
of many different user systems. For example, if a salesperson
is visiting a customer and the customer has Internet access in
their lobby, the salesperson can obtain critical updates as to
that customer while waiting for the customer to arrive in the
lobby.

While each user’s data might be separate from other users’
data regardless of the employers of each user, some data
might be organization-wide data shared or accessible by a
plurality of users or all of the users for a given organization
that is a tenant. Thus, there might be some data structures
managed by system 616 that are allocated at the tenant level
while other data structures might be managed at the user level.
Because an MTS might support multiple tenants including
possible competitors, the MTS may have security protocols
that keep data, applications, and application use separate.
Also, because many tenants may opt for access to an MTS
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rather than maintain their own system, redundancy, up-time,
and backup are additional functions that may be implemented
in the MTS. In addition to user-specific data and tenant spe-
cific data, system 616 might also maintain system level data
usable by multiple tenants or other data. Such system level
data might include industry reports, news, postings, and the
like that are sharable among tenants.

In certain embodiments, user systems 612 (which may be
client systems) communicate with application servers 700 to
request and update system-level and tenant-level data from
system 616 that may require sending one or more queries to
tenant data storage 622 and/or system data storage 624. Sys-
tem 616 (e.g., an application server 700 in system 616) auto-
matically generates one or more SQL statements (e.g., one or
more SQL queries) that are designed to access the desired
information. System data storage 624 may generate query
plans to access the requested data from the database.

Each database can generally be viewed as a collection of
objects, such as a set of logical tables, containing data fitted
into predefined categories. A “table” is one representation of
a data object, and may be used herein to simplify the concep-
tual description of objects and custom objects as described
herein. It is understood that “table” and “object” may be used
interchangeably herein. Each table generally contains one or
more data categories logically arranged as columns or fields
in a viewable schema. Each row or record of a table contains
an instance of data for each category defined by the fields. For
example, a CRM database may include a table that describes
a customer with fields for basic contact information such as
name, address, phone number, fax number, etc. Another table
might describe a purchase order, including fields for informa-
tion such as customer, product, sale price, date, etc. In some
multi-tenant database systems, standard entity tables might
be provided for use by all tenants. For CRM database appli-
cations, such standard entities might include tables for
Account, Contact, Lead, and Opportunity data, each contain-
ing pre-defined fields. It is understood that the word “entity”
may also be used interchangeably herein with “object” and
“table.”

In some multi-tenant database systems, tenants may be
allowed to create and store custom objects, or they may be
allowed to customize standard entities or objects, for example
by creating custom fields for standard objects, including cus-
tom index fields. In certain embodiments, for example, all
custom entity data rows are stored in a single multi-tenant
physical table, which may contain multiple logical tables per
organization. It is transparent to customers that their multiple
“tables” are in fact stored in one large table or that their data
may be stored in the same table as the data of other customers.

FIG. 8 depicts an exemplary architecture 800 for desktop
screen sharing in accordance with described embodiments. In
certain embodiments, a lossy and low latency transport is
provided by increasing redundancy to reduce the loss rate. For
example, on a given connection experiencing an exemplary
2% loss, increased redundancy may be applied to improve the
transport’s overall data loss. By increasing redundancy fully
100%, in such an example, loss may reduced to merely 0.04%
loss. While this is a dramatic improvement and results in very
little loss, certain low-latency applications cannot accommo-
date any loss whatsoever, and thus, require both a low-latency
and a lossless transport.

Certain video applications require the sharing of I-Frames
and P-Frames as part of their compression schemes. An
I-frame is an “Intra-coded picture” which represents a fully
specified picture, much like a conventional static image file,
except that it is one frame of a sequence which makes up
video. The P-frame which is a “Predicted-picture” frame
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holds only part of the image information for a given frame of
video, and as such, they are smaller in size than an I-frame
which reduces bandwidth requirements and improves com-
pression (P-frames are also known as delta-frames). For
example, in a scene where a car moves across a stationary
background, only the car’s movements need to be encoded.
The encoder does not need to store the static background
pixels in the P-frame, thus saving space. P-frames are also
known as delta-frames. With a desktop sharing application,
much of the desktop is likely to remain static from frame to
frame, for instance, the background may be static and a pre-
sentation may be partially static with only a curser position
changing or various highlighted portions of text requiring a
change to the display pixels.

Because an [-Frame represents an entire image rather than
only a delta, it may be infeasible to constantly transmit
I-Frames due to their size. For instance, the bandwidth capa-
bilities of a client device sharing the or viewing a desktop may
be insufficient to transport a constant stream of I-Frames, and
thus, compression is necessary, for instance, via the P-Frames
which reduce bandwidth requirements by sharing only delta
information. Usage of P-Frames, however, requires that all be
available and without loss because any missing P-Frame from
the sequence results in changes that will not be encoded or
represented in future P-Frames. Because no subsequent
I-Frame will be forthcoming, the data will be remain missing
indefinitely.

Thus, according to one embodiment, an Input/Output
pump, such as that depicted at element 150 of FIG. 1 and
depicted here at element 850, is utilized to provide a lossless
and low latency data transport for a desktop sharing applica-
tion 880A (e.g., at a client) and 880B (e.g., at a peer). For
instance, given two meeting participants speaking on the
telephone and sharing a desktop via desktop sharing applica-
tion 880A and 880B, it would be unacceptable to have the
presenter at local computing device 805 showing information
on the screen and speaking while the second participant at the
remote computing device 815 is saying “wait . . . I cannot see
the page” or whatever is being presented. Such delays are
extremely disruptive to conducting an efficient meeting and
can be embarrassing and cause professionals to lose credibil-
ity when engaging with clients, customers, and so forth. For
technology such as screen sharing to be useful it must be
simple and seamless for end-users. Choppy and lagging dis-
play of a shared desktop does not facilitate such goals. Packet
delivery must not only be complete (lossless) but must also
operate on the order of milliseconds and not seconds so as to
ensure a sufficiently low latency connection between the par-
ticipants’ respective computing devices.

At FIG. 8, the functions of the IO pump 850, trigger 170,
task queue 162, tasks 163, connection pool 161, connections
164, and regulator 155 and regulator journal 156 operate
consistent with the preceding examples and embodiments. As
can be seen in the figure, a client side device at local comput-
ing device 805 implements the IO Pump 850 and facilitates
the desktop sharing application 880A sending [-Frame data
899A and P-Frame data 899B to the desktop sharing appli-
cation 880B at remote computing device 815. Remote com-
puting device 815 returns response and acknowledgement
data 898 to the local computing device 805. A server may
alternatively be utilized to facilitate the transport for a desk-
top sharing application 880A and 880B.

FIG. 9 depicts an alternative architecture 900 for desktop
screen sharing in accordance with described embodiments. In
particular, a host organization 905 is depicted which imple-
ments the 10 Pump 850 and its constituent components
described earlier. The host organization 905 operates as a
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cloud based service such that clients may utilize for its soft-
ware, functionality, and resources by connecting with the host
organization 905 without having to locally install software
and functionality which is implemented by the host organi-
zation.

In this exemplary embodiment, presenter computing
device 915 A is depicted as executing a desktop sharing appli-
cation 880B and is the source for video representing the
desktop that is shared. A viewer computing device 915B is
additionally depicted as executing the desktop sharing appli-
cation 880B and is the receiver of the video representing the
desktop that is shared.

Regardless of which computing device (915A or 915B) is
viewing or presenting at any given time, each utilizes the 1O
pump 850 of the host organization 905 by communicating
data packets 999 back and forth with the host organization
905. The host organization 905 then communicates the appro-
priate data to the other computing device, thus offloading this
responsibility from the respective computing devices (915A
or915B). In such a way, each of the computing devices (915A
or 915B) can operate in an agnostic manner without having to
track whether data reaches the other computing device, as
such a task is managed by the host organization 905. Addi-
tionally, a presenter computing device 915A can share its
desktop with multiple other participants, each operating as
viewer computing devices 915B, without having to manage
the complex connections as the host organization 905 is
responsible for such a task, according to such an embodiment.
In other embodiments, a presenter computing device operates
as a peer to other remote computing devices and thus, is
responsible for managing the connections to the other peers.

FIG. 10 depicts an alternative architecture 1000 and pro-
cess operations for a desktop screen sharing application in
accordance with described embodiments. In this example,
there are one or more remote clients 1015B which operate by
exchanging data 1099 with the host organization 1005. The
operations of the remote clients 1015B and their interactions
with the host organization are managed by the host organiza-
tion 905, and as such, remote client 1015A may operate
agnostic to their behavior, performance, etc., regardless of
whether client 1015 A is operating as a presenter or viewer for
the desktop sharing application 1080.

In this example, the process operations are depicted
between the remote client 1015A and the host organization
1005.

The IO Pump 1050 of the host organization 1005 includes
an exchange process 1020, a queue 1023 to buffer data, and a
release process 1025. Additionally depicted is the connection
pool 161 with multiple connections 164 over which data is
communicated.

In this embodiment, processing begins with the remote
client 1015 A sending a data request 1090 to the host organi-
zation 1005 which is received by the exchange process 1020
(operation 1).

The processing 1021 operation retrieves or generates the
requested data and buffers the received requested data 1091
into the queue 1023 as queued data 1092 (operation 2). For
instance, processing 1021 may retrieve information, such as
P-Frames or I-Frames received in the data 1099 from remote
clients 1015B as part of a desktop sharing session.

The queued data 1092 is then sent back to the remote client
1015A having made the request as returned data 1093, but a
copy of the queued data 1092 remains buffered in the queue
1023 (operation 3).

Upon receipt of the returned data 1093 at the remote client
1015A, the remote client 1015 A issues an acknowledgement
(ACK) 1094 for the returned data 1093 back to the host
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organization 1005 which is received by release process 1025
(operation 4). For example, if the client device 1015A had
requested data packet #400, then upon receiving data packet
#400 with the returned data 1093, it would responsively issue
an acknowledgement 1094 specifically for data packet #400.

In certain embodiments, acknowledgements 1094 may be
co-packaged with data requests 1090 and sent to the host
organization 1005. In such cases, the exchange process 1020
processes the data request 1090 portion and the release pro-
cess 1025 handles the acknowledgement 1094 portion.

Once an acknowledgement 1094 is received for a particu-
larly specified data element, the release process 1025
removes it from the queue 1023, thus releasing the previously
queued data 1092.

While this example tracks one particular data request 1090,
there would be many data requests 1090 and returned data
1093 at various phases of processing, queuing, returning, and
releasing as the host organization and the remote client
1015A exchange information.

The more difficult aspects of processing is when packets do
not arrive as they should when exchanged between the host
organization 1005 and the remote client 1015A or between
two peer client devices as depicted at FIG. 8 when carrying
out the above process operations.

When utilizing the TCP protocol, if a packet is delayed
between the remote client 1015A and the host organization
1005 then the TCP protocol’s retransmission capabilities will
simply re-send the packet from the host organization assum-
ing the data request 1090 was received from the remote client
1015A. Unfortunately, this re-transmission will occur too late
and thus, induces unacceptable latency into the data transport.

The difficulty is that neither the host organization 1005 nor
the remote client 1015A knows at any given time whether
data requests 1090 were received by the host organization or
whether returned data 1093 from the host organization is
received by the remote client 1015A. Thus, a TCP protocol
implementation will wait for a pre-configured period of time
to pass without receiving the returned data 1093, and then a
new data request 1090 will be sent on the same existing
connection. But if there is a problem with the connection
going to the host organization 1005, then the remote client’s
data request 1090 will never arrive or will arrive too late and
if there is a problem with the connection returning to the
remote client 1015A, then re-sending the data request 1090
will simply cause the host organization 1005 to re-send the
returned data 1093 on the same connection, which will never
arrive to the remote client 1015A or will arrive too late.
Symptoms of such behavior are familiar to any user of web
browser which occasionally upon requesting a web page by
clicking on a link, button, etc., the browser seemingly pauses
or hangs with no response from the server for the requested
page. In such cases, though rare, the request packet either fails
to arrive at the server or the returned data fails to arrive back
to the requesting client. Latency is witnessed first hand in
such instances, as the user waits for the page to load much
longer than expected.

The IO pump 1050 in the depicted embodiment utilizes its
regulator 1055 to approximate an estimated arrival time for
packets of returned data 1093 which is based on jitter, latency
to, from, and at a server, variation in a connection, etc.

For instance, in one embodiment the estimated arrival time
is based upon each of (a) latency for a data request 1090
packet to be transmitted from the remote client 1015A to the
host organization 1005 or to another remote client if operating
peer to peer (e.g., as in FIG. 8); the estimated arrival time is
based further on (b) based further on latency for a returned
data 1093 packet to be transmitted from the host organization
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1005 to the remote client 1015A or to another remote client if
operating peer to peer (e.g., as in FIG. 8); and based further on
(c) processing 1021 latency at the host organization 1005
from which the requested data is to be generated or retrieved
or processing 1021 time at another remote client if operating
peer to peer (e.g., as in FIG. 8). In one embodiment, an
optional grace period or additional buffer time may also be
added to the estimated arrival time for packets of returned
data 1093 so as to accommodate some connection variance or
minimally latent returned data 1093 packets without unnec-
essarily creating excess overhead by triggering re-transmis-
sions unnecessarily.

Utilizing the estimated arrival time for packets of returned
data 1093, a remote client 1015A having sent a data request
1090 calculates its estimated arrival time for each data
request. For packets arriving prior to the calculated estimated
arrival time an acknowledgement 1094 is returned to the host
organization 1005 or another remote client in the case of peer
to peer operation, thus indicating a successful request/receipt
10 cycle.

For packets arriving after the calculated estimated arrival
time an acknowledgement is not sent and instead, a different
connection between the remote client 1015A and the host
organization is selected and utilized to re-send the data
request 1090 to the host organization 1005 or to another
remote client in the case of peer to peer.

If the remote client 1015A is operating a local IO Pump
1050 then a new connection 164 from the connection pool
161 can be instantiated and used to re-send the data request. If
the remote client 1015 is not operating a local IO pump 1050
then a different existing connection between the remote client
1015A and the host organization 1005 which is dedicated to
supporting the desktop sharing application 1080 is selected
and utilized to re-send the data request 1090.

Utilizing such a process, packets that are lost on the way to
the host organization 1005 (e.g., data request 1090 packets) as
well as packets that are lost on the return trip from the host
organization 1005 (e.g., returned data 1093 packets) are both
handled appropriately regardless of where in the cycle they
happen to get lost or delayed.

Thus, if the remote client 1015A is sending/requesting part
of a presentation and it gets lost in transmission between the
remote client 1015A and the servers of the host organization,
then the estimated arrival time permits for a retransmission
operation far before a TCP protocol re-transmission would
occur and the utilization of a different connection avoids the
congestion or connection issue affecting the original connec-
tion utilized for the delayed request/receipt cycle.

Atthehost organization 1005, when arepeated/re-sent data
request 1090 is received on a new connection without an
acknowledgement 1094 for the specified data having been
received on the original connection, it can be deduced that the
host organization 1005 received the first data request 1090
packet but the returned data 1093 sent never arrived or arrived
too late at the remote client 1015A. Regardless, the host
organization 1005 will bypass the processing operation 1021
to generate or retrieve the requested data 1091 and will
instead pull a buffered copy of the requested data out of the
queue 1023 and re-send, forward, or re-transmit the requested
data to the remote client 1015A on the new connection with-
out removing the queued data from the queue 1023.

At the remote client 1015A, subsequent to a re-sent data
request 1090, one of two events may occur. The returned data
1093 may arrive on the original connection, from which it
may be deduced that the data request 1090 arrived at the host
organization 1005, was processed, and returned data 1093
sent, but the original connection is suffering from unaccept-
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able latency. In such an event, the returned data 1093 is
accepted, consumed at the desktop sharing application 1080,
and an acknowledgment 1094 is sent, but the acknowledg-
ment 1094 is sent utilizing the newly established connection
upon which the data request 1090 was re-sent so as to avoid
further latency delay, and the original connection is termi-
nated.

Alternatively, at the remote client 1015A, subsequent to a
re-sent data request 1090, the second of the two events
involves the returned data 1093 arriving not on the original
connection, but on the newly established connection, from
which it may be deduced that the re-sent data request 1090
arrived at the host organization 1005 via the new connect, was
processed, and returned data 1093 sent on the new connec-
tion, but the original connection is suffering from either unac-
ceptable latency or has caused the first data request 1090 to be
lost completely. Regardless, when the returned data 1093
arrives on the newly established connection, it is accepted,
consumed at the desktop sharing application 1080, and an
acknowledgment 1094 is sent utilizing the newly established
connection. At the host organization 1005 the specified data
will be released from the queue 1023 responsive to receiving
the acknowledgement 1094 on the newly established connec-
tion via the release process 1025. At the remote client 1015A,
the original connection may either be terminated or if the
connection is kept open and returned data 1093 is received
again but on the originally established connection, then the
redundant copy of the returned data 1093 is simply ignored as
waste and no acknowledgement 1094 will be sent. As noted
previously, such acknowledgements 1094 may be combined
with new data requests 1090, thus, both the acknowledgement
1094 and a new data request 1090 for different data may be
sent via the newly established connection which is now
known to have performed a complete 10 cycle within the
estimated arrival time.

FIG. 11 depicts processing 1100 between a server 1101 and
a remote client 1015A when losses occur from the server
1020 and when losses occur to the server 1104. This figure
helps illustrate where losses may occur and how they are
accommodated via the techniques described herein so as to
maintain a fully lossless connection while also providing
low-latency for the sake of time sensitive applications, such as
the desktop sharing application 1080 exemplified here.

For instance, packet loss may occur when transmissions
from the server 1101 fail to arrive at the remote client 1015A
or arrive too late, which is depicted on the left hand side as
losses from the server 1102. And alternatively, packet loss
may occur when transmissions from the remote client 1015A
fail to arrive at the server 1101 or arrive too late, which is
depicted on the right hand side as losses to the server 1104.

On the left hand side depicting the losses from the server
1104, the data request 1090 is transmitted from the remote
client 1015A to the server 1101 on an originally established
connection for the data request 1090 (operation 1). The data
request 1090 reaches the server 1101 triggering the server to
retrieve or generate the requested data, buffer the requested
data into the queue 1023, and send the returned data 1192 on
the original connection (operation 2). But delays exceeding
the calculated estimated arrival time occur due to loss or other
connection problems and the returned data 1192 on the origi-
nal connection fails to reach the remote client 1015A in time.
The remote client 1015A therefore re-sends the data request
1190 on a new or different connection (operation 3). The
re-sent data request 1190 reaches the server, which pulls the
requested data from the queue 1023 having buffered it previ-
ously, and sends returned data 1193 back to the remote client
1015A on the new connection (operation 4), triggering the
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acknowledgement 1194 to be sent by the remote client 1015A
on the new connection to the server 1101 (operation 5), and
the server then removes the buffered data from the queue
1023.

On the right hand side depicting the losses to the server
1104, the data request 1090 is transmitted from the remote
client 1015A to the server 1101 on an originally established
connection for the data request 1090 (operation 1), but delays
exceeding the calculated estimated arrival time occur due to
loss or other connection problems. The remote client 1015A
therefore re-sends the data request 1190 on a new or different
connection (operation 2). The re-sent data request 1190
reaches the server, which pulls the retrieves or generates the
requested data and buffers it into the queue 1023, as this is the
first instance from the perspective of the server 1101, and the
server then sends returned data 1193 back to the remote client
1015A on the new connection selected by the remote client
1015A (operation 3). Responsive to receiving the returned
data 1193 on the new connection, the remote client 1015A
returns an acknowledgement 1194 on the new connection to
the server 1101 (operation 4), and the server removes the
buffered data from the queue 1023 upon receipt of the
acknowledgement.

Another consideration taken into account for the estimated
arrival time which is used to determine when and whether to
resend the data request 1190 on a new connection is based on
the quantity of connections dedicated to the desktop sharing
application 1080 that are currently in use. For instance, if
latency is low then few simultaneous connections should be
required. But if the regulator originally estimated an exem-
plary two simultaneous connections for the desktop sharing
application 1080 and five are currently in use due to new
connections being instantiated then the estimated arrival time
for packets can be increased as longer than expected latency
has been observed. Increased latency may be preferable over
excess overhead and churn by the systems which creates
inefficiency and potentially exacerbates further delays.

In certain embodiments functionality is utilized to account
for high packet losses in conjunction with condition in which
the connection pool is running out of available connections,
for instance, where the remaining available connections in the
connection pool is determined to fall below a threshold
because too many connections are being consumed by the
delayed packets and the responsive re-sending of data
requests via new connections from the connection pool.

Thus, according to one embodiment, the IO pump 1050
(e.g., via its regulator or other functionality) monitors open
connections in the connection pool and when the connections
have been open for an IO cycle beyond a threshold period of
time, a process thread associated with the open connection is
forcibly killed, thus terminating the connection which is then
made available in the connection pool. For instance, an open
connection timeout may be established at, for example, six
seconds, or some other period oftime in excess of what would
be allowable for the estimated arrival time utilized to deter-
mine when and whether to re-send data requests. Once an
open connection (e.g., a connection for which an IO cycle is
pending but not yet completed) exceeds the open connection
timeout, it can safely be assumed that the estimated arrival
time for the respective packet has also been exceeded and
re-requested. Therefore, the originally established connec-
tion can be terminated by forcibly killing the associated
thread, thus freeing up open connections which serve no
purpose and additionally freeing up processing resources by
killing a useless thread which will either never complete or
complete at a later time with data that is not needed and will
not be consumed by the application.
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According such an embodiment, forcibly killing a thread
associated with the open connection having exceeded the
open connection timeout triggers an error response with a
reference for the associated packet which permits the server
side processing to clear the buffered data from the queue if it
has not been acknowledged and cleared previously.

FIG. 12 is a flow diagram illustrating a method 1200 in
accordance with disclosed embodiments. Method 1200 oper-
ates at a client side device and may be performed by process-
ing logic that may include hardware (e.g., circuitry, dedicated
logic, programmable logic, microcode, etc.), software (e.g.,
instructions run on a processing device to perform various
operations such transmitting, sending, receiving, monitoring,
recording, updating, calculating, etc., in pursuance of the
systems, apparatuses, and methods for implementing a
streaming platform 1O pump and regulator, as described
herein. For example, local computing device 105 and 805 of
FIGS. 1 and 8 respectively may implement the described
methodologies, as may remote client 1015A and other such
capable devices. Some of the blocks and/or operations listed
below are optional in accordance with certain embodiments.
The numbering of the blocks presented is for the sake of
clarity and is not intended to prescribe an order of operations
in which the various blocks must occur.

At block 1205, processing logic executes a screen sharing
application at a first computing device, such as a client side
device.

Atblock 1210, processing logic requests data for the appli-
cation from a second computing device communicably inter-
faced with the first computing device via a public Internet.

At block 1215, processing logic calculates an estimated
arrival time for the data to be returned from the second com-
puting device.

At decision point 1220, processing logic determines
whether the data arrives within the estimated arrival time. If
“yes,” the requested data arrives within the estimated arrival
time, then processing advances to block 1225.

At block 1225, processing logic consumes the data at the
first computing device via the screen sharing application.

At block 1230, processing logic sends an acknowledge-
ment for the data to the second computing device. Processing
then either ends or iterates through block 1235. On subse-
quent iterations it may be unnecessary to again calculate the
estimated arrival time for subsequent packets having similar
conditions, and thus, the operation is skipped. Alternatively
the calculating operation may also be repeated for each
packet.

At decision point 1220, if processing logic determines that
“no,” the requested data does not arrive within the estimated
arrival time, then processing advances to block 1240 instead.

At block 1240, processing logic initiates a new connection
to the second computing device. For instance, the new con-
nection may be a connection available within a connection
pool and be initiated for exclusive use by the screen sharing
application. Alternatively, the connection may be already
available to the screen sharing application but not active, in
which case, the new connection is selected for use.

Atblock 1245, processing logic re-sends the request for the
data for the application via the new connection and process-
ing then returns to decision point 1220 where it can be evalu-
ated whether the data requested arrives within the estimated
arrival time as described before.

FIG. 13 is another flow diagram illustrating a method 1300
in accordance with disclosed embodiments. Method 1300
operates at a server side within a server or a peer operating in
the position of a server for requested data. Method 1300 may
be performed by processing logic that may include hardware
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(e.g., circuitry, dedicated logic, programmable logic, micro-
code, etc.), software (e.g., instructions run on a processing
device to perform various operations such transmitting, send-
ing, receiving, monitoring, recording, updating, calculating,
etc., in pursuance of the systems, apparatuses, and methods
for implementing a streaming platform 10 pump and regula-
tor, as described herein. For example, remote computing
device 115 and 815 of FIGS. 1 and 8 respectively, and host
organization 310, 905, and 1005 of FIGS. 3, 8, and 10 respec-
tively, may implement the described methodologies, as may
the described peer devices when operating as a server and
other such capable devices. Some of the blocks and/or opera-
tions listed below are optional in accordance with certain
embodiments. The numbering of the blocks presented is for
the sake of clarity and is not intended to prescribe an order of
operations in which the various blocks must occur.

Atblock 1305, processing logic receives, at a first comput-
ing device, a request for data from a second computing device
communicatively interfaced via a public Internet.

At block 1310, processing logic retrieves or generates the
data requested and buffers the data requested into a queue. For
instance, previously stored data may be retrieved whereas
data requiring processing other than storage retrieval may be
appropriately generated.

At block 1315, processing logic calculates an estimated
arrival time for the data to be returned from the second com-
puting device.

At decision point 1320, processing logic determines
whether an acknowledgement has been received. If “yes,” an
acknowledgement has been received, then processing
advances to block 1325.

Atblock 1325, processing logic releases the requested data
from the queue as it is no longer needed. Processing then ends
or iterates through block 1330 by returning to the start.

At decision point 1320, if processing logic instead deter-
mines “no,” an acknowledgement has not been received, then
processing advances to block 1335.

Atblock 1335, processing logic receives a new request for
the data from the second computing device via a new connec-
tion. For instance, despite the requested data having been
sent, it may be lost or unacceptably delayed, thus causing the
first computing device to re-send its request for the data on a
new connection.

At block 1340, processing logic forwards (or re-transmits,
resends, etc.) the requested data to the second computing
device from the queue via the new connection without re-
retrieving or re-generating the requested data. Because the
requested data is already buffered in the queue it is not nec-
essary to re-perform the original data retrieval or data gen-
eration operations as set forth by block 1310.

At block 1345, processing logic receives an acknowledge-
ment and releases the requested data from the queue. Process-
ing then ends.

While the subject matter disclosed herein has been
described by way of example and in terms of the specific
embodiments, it is to be understood that the claimed embodi-
ments are not limited to the explicitly enumerated embodi-
ments disclosed. To the contrary, the disclosure is intended to
cover various modifications and similar arrangements as are
apparent to those skilled in the art. Therefore, the scope of the
appended claims are to be accorded the broadest interpreta-
tion so as to encompass all such modifications and similar
arrangements. It is to be understood that the above description
is intended to be illustrative, and not restrictive. Many other
embodiments will be apparent to those of skill in the art upon
reading and understanding the above description. The scope
of'the disclosed subject matter is therefore to be determined in
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reference to the appended claims, along with the full scope of
equivalents to which such claims are entitled.

What is claimed is:

1. A method at a first computing device, the method com-
prising:

executing an application at the first computing device;

requesting data for the application from a second comput-

ing device communicably interfaced with the first com-
puting device via a public Internet;

calculating an estimated arrival time for the data to be

returned from the second computing device;
determining the data fails to arrive within the estimated
arrival time calculated;

initiating a new connection to the second computing

device;
re-sending the request for the data for the application to the
second computing device via the new connection;

determining the data arrives on the new connection respon-
sive to re-sending the request for the data to the second
computing device via the new connection within the
estimated arrival time calculated;

consuming the data at the first computing device via the

application;

sending an acknowledgement to the second computing

device via the new connection;

receiving a second copy of the data via an original connec-

tion subsequent to the data arriving initially on the new
connection; and

discarding the second copy of the data as waste.

2. The method of claim 1, wherein requesting data from the
second computing device communicably interfaced with the
first computing device via a public Internet comprises:

initiating a Transmission Control Protocol (TCP) connec-

tion exclusively for the application between the first
computing device and the second computing device via
the public Internet.

3. The method of claim 2, wherein initiating the new con-
nection to the second computing device comprises initiating a
second TCP connection exclusively for the application
between the first computing device and the second computing
device via the public Internet.

4. The method of claim 2, wherein initiating the TCP
connection comprises:

selecting the TCP connection from a plurality of multiple

simultaneous TCP connections in a connection pool
exclusively allocated to the application; and

initiating the selected TCP connection.

5. The method of claim 1, further comprising:

receiving the second copy of the data via the original con-

nection subsequent to re-sending the request for the data
to the second computing device via the new connection
and in addition to receiving the data via the new connec-
tion;

wherein consuming the data at the first computing device

via the application comprises consuming either the data
received via the new connection or the second copy of
the data received via the original connection based on
whichever arrives first, wherein both the data received
via the new connection or the second copy of the data
received via the original connection are identical copies
of the same data; and

wherein discarding the second copy of the data as waste

comprises discarding the non-consumed copy of the
data as waste.

6. The method of claim 1, wherein the application com-
prises a desktop sharing application requiring a lossless low-
latency connection.



US 9,183,090 B2

45

7. The method of claim 6, wherein the desktop sharing
application exchanges [-Frames and P-Frames with the sec-
ond computing device as part of a video stream for the desk-
top sharing application.

8. The method of claim 6:

wherein the first computing device is a presenter comput-

ing device for the desktop sharing application; and
wherein the second computing device is one of:

(a) a cloud services platform operating at a host organiza-

5

tion remote from the first computing device, wherein the 10

cloud services platform accepts a video stream for the
desktop sharing application from the presenter comput-
ing device and distributes the video stream to one or
more other remote computing devices on behalf of the
presenter computing device,

(b) a server remote from the first computing device,
wherein the server accepts the video stream for the desk-
top sharing application from the presenter computing
device and distributes the video stream to one or more
other remote computing devices on behalf of the pre-
senter computing device, and

(c) a peer computing device operating as a viewer comput-
ing device, wherein the viewer computing device
accepts the video stream for the desktop sharing appli-
cation from the presenter computing device and con-
sumes the video stream by presenting the video stream at
a display of the viewer computing device.

9. The method of claim 1, further comprising:

monitoring open connections in a connection pool;

determining an original connection over which the data
was initially requested remains open and has exceeded
an open connection timeout; and

forcibly killing a thread associated with the original con-
nection to terminate the connection and release the ter-
minated connection back into the connection pool.

10. The method of claim 1, wherein calculating the esti-

mated arrival time is based at least in part on the following:

latency for the requested data to be transmitted from the
first computing device to the second computing device;

latency for the second computing device to process the
request for the data from the first computing device;

latency for the requested data to be transmitted from the
second computing device to the first computing device;
and

a grace period to accommodate connection variance.

11. The method of claim 10, wherein the estimated arrival
time is based further on a packet size corresponding to one or
both of the data requested by the first computing device and
the data returned from the second computing device.

12. The method of claim 1, wherein calculating the esti-
mated arrival time, comprises:

iteratively adjusting the estimated arrival time for data
packets communicated in support of the application
between the first computing device and the second com-
puting device based at least in part on observed latency
between the first computing device and the second com-
puting device.

13. The method of claim 1, further comprising:

determining a nominal packet size for the application;

wherein requesting the data from the second computing
device comprises generating a request packet having a
size proportional to the nominal packet size for the appli-
cation; and

adjusting the nominal packet size upwards responsive to
low latency observed for communications on behalf of
the application and downwards responsive to high
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latency and packet loss observed for the communica-
tions on behalf of the application.

14. The method of claim 13, further comprising:

forcing a reduction to bandwidth communicated for the
application when the data fails to arrive within the esti-
mated arrival time calculated.

15. Non-transitory computer readable storage media hav-
ing instructions stored thereon that, when executed by a pro-
cessor in a first computing device, the instructions cause the
first computing device to perform operations comprising:

executing an application at the first computing device;

requesting data for the application from a second comput-
ing device communicably interfaced with the first com-
puting device via a public Internet;

calculating an estimated arrival time for the data to be
returned from the second computing device;

determining the data fails to arrive within the estimated
arrival time calculated;

initiating a new connection to the second computing
device; and

re-sending the request for the data for the application to the
second computing device via the new connection;

determining the data arrives on the new connection respon-
sive to re-sending the request for the data to the second
computing device via the new connection within the
estimated arrival time calculated;

consuming the data at the first computing device via the
application;

sending an acknowledgement to the second computing
device via the new connection;

receiving a second copy of the data via an original connec-
tion subsequent to the data arriving initially on the new
connection; and

discarding the second copy of the data as waste.

16. The non-transitory computer readable storage media of
claim 15, wherein the operations further comprise:

determining the data arrives on the new connection respon-
sive to re-sending the request for the data to the second
computing device via the new connection within the
estimated arrival time calculated;

consuming the data at the first computing device via the
application; and

sending an acknowledgement to the second computing
device via the new connection.

17. A computing device comprising:

a processor to execute an application, the application being
operable to communicate with a second computing
device over a public Internet;

an Input/Output (I/O) pump to allocate multiple simulta-
neous Transmission Control Protocol (TCP) connec-
tions in support of the application; and

the Input/Output (/O) pump to further request data for the
application from the second computing device commu-
nicably interfaced with the computing device via a pub-
lic Internet on a first one of the multiple simultaneous
TCP connections;

aregulator module to calculate an estimated arrival time for
the data to be returned from the second computing
device via the first one of the multiple simultaneous TCP
connections;

the Input/Output (I/O) pump to determine the data has
failed to arrive within the estimated arrival time calcu-
lated;

the Input/Output (I/0) pump to initiate a new TCP connec-
tion to the second computing device from among the
multiple simultaneous TCP connections; and
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the Input/Output (I/O) pump to re-send the request for the
data for the application to the second computing device
via the new TCP connection;

the Input/Output (I/O) pump to determine the data arrives

on the new connection responsive to re-send of the
request for the data to the second computing device via
the new connection within the estimated arrival time
calculated;

the application to consume the data received via the new

connection;
the Input/Output (I/O) pump to send an acknowledgement
to the second computing device via the new connection;

the Input/Output (I/O) pump to receive a second copy of the
data via an original connection subsequent to the data
having arrived on the new connection; and

the Input/Output (I/O) pump to discard the second copy of

the data as waste.

18. The computing device of claim 17, wherein the 1/O
pump is to allocate the multiple simultaneous TCP connec-
tions in support of the application, wherein a connection pool
of'the I/O pump is to maintain the multiple simultaneous TCP
connections exclusively on behalf of the application.

19. A method at a first computing device, the method
comprising:

receiving at the first computing device, a request for data

from a second computing device communicatively inter-
faced via a public Internet;

retrieving or generating the data requested;

buffering the data requested into a queue;

sending the data requested to the second computing device;

receiving a new request for the data from the second com-

puting device via a new connection subsequent to the
second computing device failing to receive the data
requested from the first computing device at the second
computing device via an original connection within an
estimated arrival time for the data to be returned from the
first computing device as calculated by the second com-
puting device;

forwarding the requested data to the second computing

device from the queue via the new connection without
re-retrieving or re-generating the requested data;
receiving an acknowledgement for the requested data from
the second computing device via the new connection
pursuant to the second computing device having deter-
mined the requested data arrived via the new connection
within the estimated arrival time calculated, wherein an
application at the second computing device consumes
the requested data arriving via the new connection; and
releasing the requested data from the queue of the first
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20. The method of claim 19:

wherein receiving the request for the data from the second
computing device communicatively interfaced via the
public Internet comprises receiving the request via a
Transmission Control Protocol (TCP) connection
between the first computing device and the second com-
puting device via the public Internet; and

wherein receiving the new request for the data from the
second computing device via the new connection com-
prises receiving the new request via a second TCP con-
nection different than a first TCP connection corre-
sponding to the original connection.

21. The method of claim 19:

wherein the second computing device is a presenter com-
puting device for a desktop sharing application execut-
ing at the second computing device; and

wherein the first computing device is one of:

(a) a cloud services platform operating at a host organiza-
tion remote from the second computing device, wherein
the cloud services platform accepts a video stream for
the desktop sharing application from the presenter com-
puting device and distributes the video stream to one or
more other remote computing devices on behalf of the
presenter computing device,

(b) a server remote from the second computing device,
wherein the server accepts the video stream for the desk-
top sharing application from the presenter computing
device and distributes the video stream to one or more
other remote computing devices on behalf of the pre-
senter computing device, and

(c) a peer computing device operating as a viewer comput-
ing device, wherein the viewer computing device
accepts the video stream for the desktop sharing appli-
cation from the presenter computing device and con-
sumes the video stream by presenting the video stream at
a display of the viewer computing device.

22. The method of claim 19, wherein calculating the esti-

mated arrival time is based at least in part on the following:
latency for the requested data to be transmitted from the
first computing device to the second computing device;
latency for the second computing device to process the
request for the data from the first computing device;
latency for the requested data to be transmitted from the
second computing device to the first computing device;
and
a grace period to accommodate connection variance.
23. The method of claim 22, wherein the estimated arrival
time is based further on a packet size corresponding to one or
both of the data requested by the first computing device and
the data returned from the second computing device.
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